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ABSTRACT 

Designing simulation architectures based on domain models is a 

promising approach. Tools to support transformation of 

formalized domain models to design models are essential. 

Ontology languages offer a way of formally specifying the 

domain knowledge. We adopt a user-guided approach to model 

transformation, where the source is an OWL ontology and the 

target is an HLA Object Model, in particular, a federation object 

model (FOM).  This paper presents a flexible transformation tool 

that enables the user to define transformations in terms of 

mappings from OWL constructs to HLA Object Model Template 

(OMT) constructs. The overall objective is to facilitate ontology-

based model-driven development in distributed simulation. 
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1. INTRODUCTION 
In the context where distributed simulation architectural design 

and model driven development meet, the issue of transformation 

of domain models to platform-specific object models arises. A 

domain model, which captures knowledge from an area of 

interest, is an outcome of domain analysis. The approach that is 

based on the use of model transformations from a domain model 

to design models of varying levels of detail, and finally to code is 

known as Model Driven Development (MDD) or Model Driven 

Engineering (MDE). OMG’s Model Driven Architecture (MDA) 

[10] and ISIS’ Model Integrated Computing (MIC) [11] are 

particular manifestations of MDD/MDE. 

Ontologies have recently gained popularity for representing 

domain knowledge for ease of both human understanding and 

machine processing [17][6]. Using ontologies as domain models 

is known as ontology based domain engineering [4]. In applying 

ontology based domain engineering to simulation development, 

we envision to derive reusable simulation components and 

artifacts.  

A domain model ideally reflects all the stakeholders’ views of 

the problem area. Further, we hold that tool-supported 

methodologies are required to bring the simulation developer’s 

point of view into life. Our present focus is on tool support for 

flexible transformations from a domain ontology, which can be 

regarded as a representation of a simulation conceptual model 

[16], into an HLA object model. 

OWL is an ontology language [15][7], which enjoys  popularity 

due to “semantic web”. When it comes to transforming an 

available OWL ontology into some target model, the “one size 

fits all” approach does not work. Because every domain model 

may require a different transformation procedure depending on 

the context, data types, conventions, and even the personal 

preferences of the simulation developer. 

The tool provides a user interface to configure mappings from 

OWL constructs to HLA OMT constructs. Then, mapping 

definitions are applied on a given OWL ontology (formalizing a 

domain model), and consequently an HLA Object Model, in the 

form of an XML document [8], is produced.  

1.1 Related Work 
France and Rumpe [5] discuss how modeling techniques can be 

effectively leveraged during software development. Moreover, 

they note that, "there is a growing realization that MDE requires 

semantic-based manipulation of models". We believe our work 

takes some steps along this direction. 

Tolk in [19] draws attention of the HLA based distributed 

simulation community to MDA and points out that employing 

MDA will enable HLA implementers to improve their products 

by making better use of the commercial technology.  
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Miller and Fishwick [12] identify the potential benefits of 

ontologies for modeling and simulation. In [20], Tolk also 

stresses the importance of conceptual data models, which can be 

parts of ontologies, in simulation development. He argues that in 

a simulation consisting of several participating systems, 

ontologies can be used to describe their services and information 

exchange capabilities to satisfy M&S composability and 

interoperability. 

The work by Rathnam and Paredis [18] also addresses the use of 

ontologies in constructing HLA-based distributed simulations. In 

their work, the object models, namely, the FOM of a federation 

and the SOMs of the federates, are represented as ontologies. 

The mappings between individual SOMs and the FOM are also 

represented as an ontology. By means of these mappings, the 

reusability of existing federates in a new federation is facilitated. 

That approach requires the user design his ontology specific to 

HLA standards. In our work the ontology captures the simulation 

conceptual model in a more abstract way, in that it is not specific 

to HLA or any other simulation standard. HLA-specific 

information is provided by the transformations from the ontology 

to the object model. 

In a previous study [14], we achieved to provide tool support for 

user-guided model transformation from ontology to the object 

oriented design for the simulation software, in the form of a 

UML class diagram. This present effort is built upon the premise 

that the domain knowledge that is standardized in the form of a 

common ontology can be utilized to derive a representation of the 

information shared among the participants in a distributed 

simulation. 

1.2 Background 
This effort builds up a weak analog to the levels of abstraction 

that are identified in OMG’s MDA [10] while developing a tool 

support for model driven simulation development. MDA presents 

the abstraction levels of system development as follows: The 

computation independent viewpoint as the first abstraction level, 

focuses on the environment in which the system of interest will 

operate in and on the required features of the systems [5]. The 

platform independent viewpoint focuses on the aspects of system 

features that are not likely to change from one platform to 

another. We expect ontologies to possess both computation 

independent or platform independent viewpoints depending on 

their design purpose and content. The next step is platform 

specific viewpoint which is regarded as the last level of 

abstraction before the executable code. It specifies how that 

system utilizes a particular platform.  

The idea is that domain knowledge which is captured at a 

conceptual level will be used to generate the models towards the 

executable assets as automated as possible utilizing model 

transformation practices. This effort tries to build a tool to allow 

the simulation engineer to guide the transformation from 

conceptual model which is represented by an OWL ontology, to 

an asset towards executable code, which is an Object Model. 

Object Models are regarded as HLA specific interface models 

which then can also be transformed to Federation Design Data 

[21]. 

Our transformation process can be located in reference to the 

four-layer metamodeling hierarchy of OMG’s Meta Object 

Facility (MOF) [13]. MOF is defined as the extensible model 

driven integration framework for defining, manipulating, and 

integrating metadata and data in a platform independent manner. 

It provides a meta-metamodel at the top level, which is called 

M3 layer of the four-layer metamodeling hierarchy. Any M3-

layer meta-metamodel can be used to define more specific 

metamodels at M2 layer, such as the HLA Object MetaModel 

(HOMM). A fully-fledged metamodel for the HLA Object Model 

is provided as a part of the Federation Architecture Metamodel 

(FAMM) [21]. We have used a scaled down version of HOMM. 

FAMM employs metaGME, the meta-metamodel provided in 

GME, a (meta)modeling environment supporting MIC. Object 

Models conforming to the HOMM (thus, to the HLA OMT 

standard) are at layer M1. Finally, the M0 layer includes the 

objects and interactions created during federation execution as 

instantiations of the Object Model. 

A specific ontology can be viewed as conforming to a metamodel 

(which plays the role of a grammar for an ontology language, 

such as OWL). Our ontology modeling hierarchy is based on 

Eclipse Metamodel Framework (EMF) [2]. The meta-metamodel 

at M3 layer in EMF is called Ecore. IBM implemented an 

Integrated Ontology Development Toolkit (IODT) for ontology 

driven development built on EMF [9]. IODT includes a library 

called EMF Ontology Definition Metamodel (EODM) which is 

an implementation of the OMG’s Ontology Definition 

Metamodel [3]. EODM has OWL parsing, serialization, and 

reasoning features. 

In the transformation, we have an ontology model as our source 

and the HLA Object Model as our target. Our approach 

facilitates the definition of the mappings between the EODM and 

HOMM at M2 layer. These mappings are applied to a given 

OWL ontology to generate an HLA Object Model. The modeling 

layers which are used in this transformation are shown in Figure 

1. 

 

 

 

 

 

 

 

 

 

 

 

In the following sections, available OWL constructs of the source 

and OMT constructs of the target are introduced. The tool that 

was developed to configure the mapping from source to target is 

presented. Finally, our ongoing work on a case study and future 

work are commented upon. 

 

Figure 1. Relations between the modeling layers 
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2. THE OWL-TO-OBJECT MODEL 

TRANSFORMATION  
Our tool lets the user configure the transformations as 

appropriate. A transformation configuration is composed of 

mapping groups, mappings and constraints.  

A mapping group is a collection of mappings from some specific 

OWL constructs to some OMT constructs. In other words, a 

mapping group includes the specification of source OWL 

constructs and mappings to apply on these constructs. Source 

constructs can be OWL classes or OWL properties. The user can 

define constraints on the source OWL constructs, so that the 

mappings in the mapping group are applied only on the desired 

subset of source constructs. 

Following the description of the source constructs, the user must 

specify, in terms of mappings, how to use them in the 

transformation. Depending on the source-target combinations, the 

user can define four types of mappings in a mapping group: to 

Object Class, to Attribute, to Interaction Class and to Parameter. 

A mapping is the prescription of how the target OMT construct 

should be built using the source OWL construct. 

Figure 2 shows a screenshot from the tool. It enables the user to 

define several mapping groups with several mappings inside. 

The boxes labeled OC, IC, AT and PR represent four different 

mapping types regarding OMT constructs. 

 

 

 

 

 

 

 

 

 

Constraints can be defined to restrict the entities to be evaluated 

in a specific mapping group or mapping. Constraints are actually 

condition-value pairs applied on an OWL construct. While 

evaluating an OWL construct in a mapping group or mapping, 

these condition-value pairs are used to check if that construct is 

selected and should be processed. As an example, if the user 

wants to define some mappings on a specific subset of source 

OWL objects, he must define a new mapping group, then define 

a constraint for that mapping group to specify the interested 

OWL objects, and finally define his mappings in that mapping 

group so that they are applied only on the specified source OWL 

objects. 

The last step of the transformation is the validation of the 

resulting model. Since this transformation is a user-guided 

transformation, there may be inconsistencies, for example, a 

reference to a Dimension that actually does not exist in the object 

model. Details of validation are explained in the forthcoming 

sections. 

2.1 Available OWL Constructs at the Source 
An OWL ontology involves Classes, Object Properties, and 

Datatype Properties. A Class has a name and possibly super 

classes. A Class may be defined as an intersection of, union of or 

complement of other classes. Further, a class may have different 

types of restrictions, namely, MinCardinalityRestriction, 

MaxCardinalityRestriction, CardinalityRestriction, 

AllValuesFromRestriction, SomeValuesFromRestriction and 

HasValueRestriction. These restrictions define the values 

(Restriction.Value) that the Class must take for a Property 

(Restriction.Property). A Class may also be an enumeration 

class, which includes the list of individuals that are the members 

of the class. A Property has a name, domain and range 

information, and possibly super properties. Our tool lets the user 

use definitions of Classes, Object Properties, and Datatype 

Properties as a source for the mappings to OMT.  

2.2 Available OMT Constructs at the Target 
According to the IEEE 1516 Standard [8], an OMT model 

consists of the definitions of Object Classes and their Attributes, 

Interaction Classes and their Parameters, Dimensions, Datatypes, 

Transportations, Switches, Time, Synchronizations and User 

Supplied Tags. Our primary concern here is the creation of 

Object Classes, Attributes, Interaction Classes and Parameters. 

These constructs may have references to Datatypes, Dimensions 

and Transformations and if these referenced constructs do not 

exist in the target Object Model, new Datatype, Dimension and 

Transportation definitions will be introduced with default 

properties through the transformation process. Details of these 

OMT constructs are expected to be edited with an OMT Editor 

by the user after the transformation. Switch, Time, User Supplied 

Tags and Synchronization definitions are ignored in this process. 

The class hierarchy for Object Classes and Interaction Classes 

are represented by ���������� properties in our OMT model. 

While serializing the model into FOM file, these ���������� 

properties are replaced with the nested class definitions. 

 

 

 

 

 

 

 

 

 

 

Figure 3 shows the relationships between the OMT objects and 

their properties handled during a transformation. Some 

properties are allowed to take a value from a predefined value set 

(�	�
�� property of an Object Class can be set to “Publish”, 

“Subscribe”, “PublishSubscribe” or “Neither”), some can take 

any String (like the ���� of an Object Class) and others must 

refer to an existing OMT object in the model (�������� property 

of an Attribute must be the name of an existing Datatype object). 

 

Figure 2. Overview of the UI 

 

Figure 3. Target OMT Constructs 
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2.3 Mappings from OWL to OMT 
Our tool provides an interface to the user to define mappings 

between the available OWL constructs at the source and the 

OMT constructs at the target, which were defined above. 

Mappings can be classified into 4 types regarding the target 

constructs. These are  

• Mappings to Object Classes 

• Mappings to Attributes 

• Mappings to Interaction Classes 

• Mappings to Parameters 

Our tool lets a mapping read the values of the properties of above 

OMT constructs from the ontology. The user can also fix the 

values in the transformation configuration. For instance, he can 

either say “The value for ���������� property of an Object Class 

will be taken from the name of the super class of corresponding 

OWL Class” or “Attributes of Object Classes whose name begin 

with ‘X’ will have �������� ‘HLAboolean’”. 

The definitions of these 4 OMT objects may have references to 

Datatype, Dimension and Transportation definitions that do not 

exist in target Object Model by default. These cases are handled 

by adding the definitions for these new OMT constructs with 

their default properties. For example, if the transformation 

results in an Interaction Class with its �
�����
������� �X’, a 

Transportation object with ���� ‘X’ is added to the resulting 

Object Model. Details of this Transportation instance are 

supposed to be configured later manually by the user. 

During the transformation process, mappings to Object Classes 

and Interaction Classes are resolved first. As will be explained in 

the following sections, new Attributes and Parameters are 

introduced to the target model during the resolution of mappings 

to Object Classes and Interaction Classes, respectively. 

Mappings to Attributes and Parameters are used to set their 

further properties like �������� or �	�
��. 

2.3.1 Mappings to OMT Object Classes 
This mapping type enables the user to define new Object Classes 

in the target model. The ���� of the Object Class is taken from 

the name of the OWL Class/Property in the source. While 

creating new Object Classes, user can also configure mappings 

for the properties of these Object Classes. In other words, he can 

configure how to set the ����������, �	�
�� and ��������� of 

the related Object Classes. Each Object Class can have at most 

one super class, and the name of this superclass is represented in 

a ���������� property in the target model. The name of the super 

class can be taken from the source ontology constructs depending 

on the mapping configured by the user as shown in Figure 4. 

 

 

 

 

 

 

As an example, the configuration in Figure 4 will be evaluated as 

follows: OWL Classes/Properties in the input ontology are 

traversed one by one according to the constraint definitions for 

the mapping group which includes this mapping. For each valid 

OWL Class/Property in the source, an Object Class with same 

���� is created in the target Object Model. Moreover, if an 

OWL Class/Property named “C” is defined to be the 

subclass/subproperty of OWL Class/Property named “ParentC”, 

then Object Class “C” will be the subclass of Object Class 

“ParentC” in the resulting Object Model. 

The other property of an Object Class is �	�
��. �	�
�� can 

either be taken from an OWL construct in the source or set to one 

of the possible values in a choice list. Figure 5 shows the 

configuration panel to define how to set the �	�
�� property of 

related Object Classes. 

 

 

 

 

 

 

Similar to the �	�
�� property, ��������� can either be taken 

from an OWL construct in the source or set to some fix value. 

Figure 6 shows an example, which also illustrates the constraint 

definitions. The mapping configuration in Figure 6 is processed 

as follows: if the OWL Class in the source has an OWL 

HasValueRestriction definition on an OWL Property named 

“description”, the value of this specific Restriction will be set as 

the ��������� of the corresponding Object Class. 

 

 

 

 

 

 

Object Classes can have Attributes. In the mapping configuration 

for Object Class, user can define where to get the attribute names 

for the corresponding Object Classes. If the user configures the 

mapping for the attribute names, new Attribute objects with 

desired names are generated in the target model. In this same 

mapping, user can also set the properties of Attribute objects, i.e. 

��������, ����������, ���������������, ����
�	��, �	�
��, 

����������, �
�����
������, �
��
� and� ���������� as shown in 

Figure 7. However our tool does not allow getting the values of 

Attribute properties from the source OWL constructs in this 

mapping panel, instead their values are set to some desired fix 

values. If the user wants to get Attribute property values from the 

OWL ontology, he has to define a new “Mapping to Attributes” 

as explained in the following section. The required attribute 

mapping flexibility is provided in that mapping type. 

 

Figure 4. Object Class Mapping for subclass relationship 

 

Figure 5. Object Class Mapping for Sharing 

 

Figure 6. Object Class Mapping for Semantics 
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2.3.2 Mappings to OMT Attributes 
There may be cases where some Class or Property in the ontology 

defines an Attribute with its properties. This mapping type is 

used to set the properties of Attributes which were created during 

the configuration of “Mappings to Object Classes”. The 

transformation for this type of mapping works as follows: OWL 

Classes/Properties in the input ontology are traversed one by one 

according to the constraint definitions for the mapping group. For 

each selected OWL Class/Property named “C”, an Attribute with 

name “C” is searched in the target model. For each Attribute 

named “C”, the OWL construct defined in the mapping is used to 

feed the property values for this Attribute. Figure 8 shows a case 

where the �������� of defined Attributes are taken from the 

property name of the MaxCardinalityRestrictions defined for the 

corresponding OWL Class. 

 

 

 

 

 

 

 

 

The precondition for this mapping is that the correct Attributes 

have already been defined for desired Object Classes. This is 

achieved by the Attribute configurations in Object Class 

mappings. Thus, “Mapping to Attributes” is just a matter of 

feeding the property values to the previously defined Attributes 

of Object Classes. One additional feature in this mapping is that 

the name of the owner Object Class can be bound to a constraint 

in the mapping. 

2.3.3 Mappings to OMT Interaction Classes 
The mappings for Interaction Classes and Parameters are similar 

to the mappings for Object Classes and Attributes. With this 

mapping type, new Interaction Classes are added to the target 

model. Properties of the Interaction Classes, namely ������������

�	�
���� ������������ �
�����
�������� �
��
�� ���� ��������� are 

also configured by either using the source OWL constructs or 

selecting values from choice lists. Moreover, if the Interaction 

Class needs to have Parameters, user can configure this mapping 

to create Parameters with desired names for the corresponding 

Interaction Classes. In this mapping window, user can also 

choose a �������� for the Parameters from a choice list. If the 

�������� for the Parameters are to be taken from some OWL 

constructs, the user has to configure a “Mapping to Parameters”. 

2.3.4 Mappings to OMT Parameters 
Just like for the “Mappings for Attributes”, this mapping 

requires that the Parameters are already defined in the target 

model through the performance of “Mappings for Interaction 

Classes”. This mapping type enables the user to set the OWL 

constructs to feed the ��������� and� ��������� for desired 

Parameters. During the execution of this mapping, each OWL 

class/property in the source ontology is traversed and if a 

Parameter with the same OWL class/property name is found, its 

��������� ���� ���������� are set with the OWL construct 

according to the mapping configuration. Moreover user can 

define a constraint on the name of the encapsulating Interaction 

Class to apply this mapping. 

2.4 Validation of the Model 
The last step of the transformation is Object Model validation. 

The reason for this step is that the resulting model may not 

always be consistent. Especially if the model constructs are to be 

taken dynamically from the source ontology, the values set to 

these constructs may not be in the allowed range or referred 

objects may not exist in the target object model. The validation 

checks our tool currently applies include the following: 

• Enumerations: Some OMT constructs (namely 

sharing, updateType, ownership and order) may get 

only some restricted specific values. For example, if 

the transformation sets the sharing property of an 

Object Class to a value other than “Publish”, 

“Subscribe”, “PublishSubscribe” or “Neither”, this 

would not be a valid FOM. 
• Class hierarchy: An Object Class or an Interaction 

Class cannot have multiple super classes. 

• Uniqueness: There cannot be two OMT constructs of 

the same type with the same name. 

• New OMT constructs: Transformation may result in 

references to Datatype, Transportation or Dimension 

objects which do not exist in FOM. These constructs 

are introduced with default property values.  

• Dependent properties: The value of a property may 

depend on the value of another property of an OMT 

construct. For example, if dataType of an Attribute is 

“NA”, its updateType, updateCondition and 

dimensions must also be “NA” and a transportation 

and order must be specified for that Attribute.  

3. DISCUSSION  
The specific contribution of our work is a tool for ontology based 

simulation design. We introduce a user-guided transformation 

process to bridge the gap between the domain modeling and 

simulation software modeling realms with minimum loss of 

information and maximum simplicity. By mapping the OWL and 

HLA Object Model constructs on a user interface in a point-and-

click fashion, the knowledge captured in an ontology is 

automatically transformed into a FOM. Once the transformations 

are defined, subsequent updates to ontology, in so far as they do 

 

Figure 7. Object Class Mapping for Attributes 

 

Figure 8. Attribute Mapping for possible Attribute 

properties 
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not disturb the existing input-output patterns, are reflected to the 

target FOM without further user involvement. This FOM can be 

then used in an HLA simulation environment without any need 

for OWL knowledge. 

An ongoing case study attempts to generate a FOM from the 

Trajectory Simulation Ontology (TSONT) [1]. The FOM will be 

for a federation involving simulation of some munition 

trajectories. TSONT essentially captures the trajectory 

simulation domain knowledge, including mathematical models, 

and specifies the functionality required to carry out a simulation. 

Currently, the generation of FOM is manual. Our goal is to let 

the user configure a transformation to automatically generate the 

same FOM.  

Current tool design aims at generation of four main OMT 

constructs, namely Object Classes, Attributes, Interaction Classes 

and Parameters. As explained in Section 2.2, new Datatypes, 

Transportations and Dimensions are created with default 

properties if necessary. In future releases of our tool, we are 

planning to introduce new mapping types to let the user set the 

properties of Datatypes, Transformations and Dimensions using 

the information in the source ontology. 

It is desirable for the tool to be able to read the source data from 

multiple ontology files. Multiple ontologies may account for 

multiple domains involved in a complicated federation scenario. 

These data sources may need to be combined and interpreted to 

generate a federation object model.  

There are some structural differences between an ontology and 

an HLA Object Model. For example, an OWL class may have 

multiple superclasses, while an Object Class in FOM may have 

only one superclass. If the user configures the mappings which 

somehow result in an Object Class with multiple superclasses, 

only the last superclass assignment becomes effective.  
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