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Abstract—User privacy is a challenging issue that must be
addressed urgently in current online social networking (SN) sites.
One of the fundamental problems associated with the issue is
the lack of support of a user-centric approach to managing and
sharing user profile information in current SN systems. In this
paper we present a user-centric approach based on a credential
system to enabling a user-controlled attribute (persona) sharing
in online SN sites. Specifically we extend a Google-initiated open
source project called OpenSocial, which provides a framework
to support user attribute sharing between gadgets and online
SN sites, in order to allow users to selectively share their
attributes among online SN sites. This paper details the design
and implementation of our extension.
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I. INTRODUCTION

Online social networking (SN) sites have rapidly emerged,
diversified, and adopted in recent years, and the wide adoption
of the Internet contributed to the recent thriving popularity of
those SN sites. The fundamental building block for the proper
operation of most of existing social networks is personal
information or attributes. To support this, most of online SN
sites collect and process information regarding their entities,
generally individuals, and offer a variety of features such as
personalization, affinity sharing, and novel services enabled
by the third party gadgets [1]. For instance, MySpace and
Facebook allows millions of individuals to create personal
profiles and share personal information with vast networks of
friends. Hence, SN sites can create a central repository of
personal information, which is persistent and cumulative [2].
Consequently, marketers, school officials, government agen-
cies, and online predators can collect data about users through
online SN sites. It is strongly believed that one of the most
challenging problems in existing SN sites is related to this
issue, privacy, and it must be addressed urgently.

One of the fundamental problems associated with the issue
of privacy is the lack of support of a user-centric approach to
managing and sharing user profile information in current SN
systems. The basic notion of user-centricity is to give users,
not organizations, a larger degree of control over personal
information, and it has been practiced widely in the federated
identity management (FIM) domain to provide a better mech-
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anism for upholding user privacy over identity attributes [3],
[4]. In order to support the notion of user-centricity in existing
online SN systems, we identified three fundamental services,
which are identity attribute management, privacy preference
management, and selective attribute sharing [5]. Further we
proposed a framework called U-Control that enables those
services, as shown in Figure 1. This paper mainly concerns
the selective attribute sharing component in the framework.

Identity Attribute Management
v Privacy Preference Management
v

Selective Attribute Sharing

Fig. 1. U-Control Framework

In this paper we present a user-centric approach based
on a credential system to enabling a user-controlled attribute
(persona) sharing in online SN sites. Specifically we extend
a Google-initiated open source project called OpenSocial,
which provides a framework to support user attribute sharing
between gadgets and online SN sites, in order to allow users
to selectively share their attributes among online SN sites.

The rest of this paper is organized as follows. Section 2
discusses related work. Section 3 describe the selective at-
tribute sharing approach through the use of a credential system,
followed by the discussion of our design and implementation
in Section 4 & 5, respectively. Section 6 concludes this paper.

II. OPENSOCIAL AND RELATED WORK

The OpenSocial project [6] was started to provide appli-
cation developers with a single API that would allow the
development of applications that would run across different
websites, addressing the issue of a different social application
API for each SN site. The OpenSocial API, implemented by



each provider, would allow a developer to build an application
once and deploy it on different websites without any modifi-
cation to the code. On the other hand, it would also allow
upcoming SN sites to have support to a diverse portfolio of
applications already developed for popular and established SN
websites, and at the same time saving the time and effort of
designing and building their own social application APIL.

The API is divided in three main areas according to the
functionality provided. These areas are People and Rela-
tionships, Activities and Persistence. People and relation-
ships provide functionality to access users’ information and
the relations that users have with each other. The activities
functionality allows the application developer to access the
users’ activities in the context of the website and finally the
persistence API provides functionality for the application to
store and retrieve application specific information.

The API views users from three different perspectives:
viewer, owner and friends. The viewer is the person in whose
browser the application is being rendered and displayed while
the owner is the person who owns the profile or information
being displayed. Friends refer to the social connections of
either the viewer or the owner. The owner and viewer may
be the same person if, for example, someone is looking into
his own profile and an application is running on that profile,
using the owners information who happens to be also the one
person looking at the displayed web page.

One of the main limitations in the OpenSocial is the inability
for an application to access user information from different
websites. Recently, different online SN sites have proposed
mechanisms to allow the user profile to be exported to other
websites, social networking or not. Some of these initiatives
are MySpace Data Availability and Facebook Connect [7], [8].
However, the sharing of information on these initiatives is one
way, in other words, the information can be shared from the
SN website with other websites, but not vice-versa. Also, the
source SN website is directly involved with the sharing of user
profiles, gaining the knowledge of all the services the user is
sharing his information with, and thus having an implication
of privacy violation.

A. Credential Systems

A credential system is a system in which a user can obtain
credentials (i.e., signed statements) from one organization
and demonstrate possession of them to other organizations,
and several credential systems based on number-theoretic
schemes have been proposed for different purposes in liter-
ature. Chaum’s approach to designing the digital cash system
[9], [10], based on blind signature techniques, was one of
them, also called an anonymous credential system. This system
made it possible to obtain a certified statement from an issuer
and show it to a verifier without the possibility of tracing the
use of credentials. The credential was built upon the number
theory, especially the use of an exponent that defines the
type and the value of the credential in the blind signature.
One major disadvantage of using this system is that a trusted
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third party is always required that all participating entities are
dependent upon.

Similar to Chaum’s system, but a more advanced scheme
to design an anonymous credential system was presented
by Brands [11]. His credential system could support many
features such as expressions of any satisfiable proposition from
proposition logic, limitation on the number of times a creden-
tial may be used, revocable anonymity, and discouragement
of lending credentials. Camenisch et al. [12], [13] proposed
a credential system that relies heavily on proofs of knowl-
edge like Brands’ system. One of the main disadvantages in
these credential systems is obviously related to the expensive
computational aspect of their cryptographic primitives using
number theory and zero-knowledge proof (ZKP).

III. SELECTIVE ATTRIBUTE SHARING USING
AUTHENTICATED DICTIONARY

We proposed an authenticated dictionary (ADT)-based ap-
proach to designing a credential system that allows users to
selectively disclose their attributes [14], [15], and our approach
is based on skip lists. A skip list is a data structure that allows
the effective search and update of elements within a set. For
more about the skip list, please refer to [16].

Our proposed ADT is used to represent a credential holding
user attributes. Further, the credential allows the user to
disclose a subset of his attributes to a verifier. Specifically, per-
sonal attributes and corresponding random values are hashed,
ordered, and stored in the skip list as elements. Hence, ADT
will not contain any user information in it. Additionally, to
prevent an offline dictionary attack on the hash value based
on the limited domain values of some attributes, personal
attributes are salted. The running time complexity of ADT is
O(log n) for both verification and update, thereby making its
implementation very efficient. Issuing and showing credentials
are as follows. After establishing a pseudonym, the user re-
quests the issuer to issue a credential containing the attributes
the issuer can assert about the user. The issuer will calculate
the hash value of each of the attributes and a corresponding
random value that will be included in the credential and then
order them by the hash values. From here, ADT can be built,
with the last node signed by the issuer’s private key. The issuer
then sends the credential to the user along with attribute and
random value pairs. To show a credential to a verifier, upon
the request for personal attributes required for a service, the
user sends the set of pairs of requested attributes and random
values, and corresponding hash values for each of the attributes
to allow the verifier to verify the attribute. This set of attributes
corresponds to the actual value of the attributes. The verifier
will hash the attributes and corresponding random values to
verify that they are in fact part of ADT.

IV. OPENSOCIAL EXTENSION: DESIGN

Our extension of OpenSocial mainly concerns the support
of an ADT-based credential system to allow users selectively
share their attributes among OpenSocial-based SN sites as
well as gadgets running on top of them. Though our initial



design for an OpenSocial extension was proposed in [14],
it was limited in a sense that the design of a credential
issuing component was not addressed and the design of a data
structure was inefficient. The current design of our extension
approach addresses both of these issues to seamlessly sup-
port the issuance and usage of an ADT-based credential in
OpenSocial-based SN systems.

A. API Extension

We extended the functionality that allows user attributes
to be retrieved from an OpenSocial container in order to
accommodate the ADT-based credential functionality with the
minimal possible changes to the exposed interfaces in OpenSo-
cial. The data type provided by the OpenSocial specification
to allow gadget developers to obtain user attributes is the
DataRequest object, which also contains all the necessary
functions to set up request details, perform the request, and
specify the function that should be called upon response
reception. We directly extended this available object, over-
riding the relevant functions, which are all except the ones
relative to application data, which will be addressed in the
subsection B. As shown in Figure 2, our extension class,
DataRequestEXx, subclasses DataRequest, inheriting all the
functionality available in the original type and changing solely
the relevant function that calls the appropriate entity to handle
the request made by the social gadget. Note that our extended
object is slightly different from ones proposed in [14].

DataRequest

+add(request: Object, opt_key: String)
+send(opt_callback: Function)

newrF y

opt_params) : Object
opt_params) : Object
opt_params) : Object
opt_params) : Object

ppl opt_params) : Object
+newUp App ( opt_params) : Object

newFetchPeopl

newF \ppl

newFetchF

DataRequestEx

+send(opt_callback: Function)

Fig. 2. Revised UML representation of DataRequest and DataRequestEx
Objects and their relationship

In addition, our extension of OpenSocial should address the
ability to issue credentials. To this end we want to make avail-
able to the container website a set of functionality that allow
the service to add issuing capabilities, by simple calling the
functionality provided by OpenSocial. This functionality al-
lows the container to offer the user the possibility of requesting
a credential, and, according to the container definitions, issue
a credential containing all OpenSocial compatible information
for the user available in the service or allow the user to specify
what information to be included in the credential.

B. Data Structure Extension

As it is one of the main goals of OpenSocial to provide a
framework enabling developers to create social gadgets that
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Fig. 3. OpenSocial Specification Person and Activity UML Diagrams

can run on any service implementing the specification, the
data definition has been specified to be as broad as possible,
delegating to services the mapping between their own data
structures and the OpenSocial Data Model (ODM). The ODM
includes information about the users, the relationships between
them and the activities. The ODM also includes another set
of information related to applications, which would allow
applications to store application specific data in the container
service. This application specific data is defined very vaguely
in the specification and is inherently dependent on the con-
tainer implementation decisions, namely if it is to be supported
and what amount of data should be made available to an a
social gadget. Since this data type is not relevant in the context
of our proposed extension, we will not cover it any further.
Other types that are very relevant to our extension are Person
and Activity. The Person type includes the basic information
about an individual, in the form of different attributes. The
Activity type contains information about particular activities or
events that were created or happened in the container service.
The connections between the different users are represented by
relationships between different instances of Person. Figure 3
shows an UML diagram representing the types of People and
Activity, as derived from the OpenSocial Specification.

In an ADT-based credential to be supported in our extension
of OpenSocial, attributes are represented as type-value pairs:
(type:value). In order to accommodate the ODM types, it is
necessary to make a mapping between these types and the
attributes inside the credential. Our design goal is to make
the control granularity the user has over the information being
shared as fine as possible so that the user can share only some
fields of attributes that he wants to be shared. To achieve this
goal, we define the ODM objects to be a hierarchy of attributes



inside the credential. A single type instance will not be a single
attribute in the credential, but rather a group of attributes. The
ODM types that can be the top level types of a hierarchy
are only, in our context, Person and Activity. The relationship
level we consider is only zero or one, that is, a credential
will only contain information on the owner of the credential
or friends of the owner of the credential, that is, people that
have direct connections with the user for whose profile the
credential was issued. To this end an extra attribute is added
to our credential which indicates which person instance in the
credential represents the person who owns the credential. All
other person instances included in the credential will represent
people with whom the owner person has direct connections
within the issuer service context.

person: <person:F002,3AAF> - E217
-name <name:2C43,0EF1> - F002
~familyname <familyname:A37A> - 2C43
-string: Doe <string:"Doe"> - A37A
-givenname: <givenname:0ADE> - OEF1
-string: John <string:"John"> - 0ADE
ick ick 1DE4> - 3AAF
-string: JDoe <string:"JDoe"> - 1DE4

Fig. 4. Sample Person instance and its mapping to an ADT credential

Detailed in Figure 4 is how a sample person object would be
deconstructed into its basic types and how the hierarchy would
be achieved. In this example we have the person instance for an
individual named John Doe. This person instance is composed
of the attributes of name and nickname, and the name itself is
a type composed of two strings, givenname and familyname.
The sample information contained on the person instance is
represented on the left side of Figure 4. On the right side of
the figure is the representation of all the attributes that would
be contained by a credential to represent the person instance.
As it can be deducted, the instance is inserted in the credential
bottom up, with the most basic types being inserted first and
the more complex types being inserted later, and with values
depending on the more basic attributes previously added to the
credential. It can also be observed that the complex types have
a value that does not correspond to the actual value of the type
but to a list of hashes of the more basic types that comprise
them. The value found for the person attribute is in fact a
list of two hash values, one for the name type and the other
for the nickname type. This representation allows a very fine
granularity. For example, it would be possible to disclose and
share only the familyname without disclosing anything else
because it can be easily seen that the familyname attribute is
a composing part of name that is a composing part of person,
and this would be done without the need to show any other
information. It would not be possible to add information to the
person object, because that would imply that we could alter the
value of the attribute person and add a new hash value for the
information an attacker may try to inject, of course inserting a
new attribute into an existing credential could not be possible,
but using the value of an existing attribute as a part of other
attribute it does not actually belong to could be attempted.
This will not work, because each type has references to all
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the attributes that compose it or, the value itself in the case of
primitive types.

V. OPENSOCIAL EXTENSION: IMPLEMENTATION

Our implementation is based on Shindig, which is a Java-
based implementation of OpenSocial, originally started by
Google and now hosted and managed by the Apache Software
Foundation. The Shindig project was developed upon an
existing code base from Google and reuses many components
already in use for gadget rendering in their popular portal
iGoogle. Although a PHP version of Shindig is available, we
implemented our extension of OpenSocial in Java, since our
prototype implementation of the credential system was also

developed in Java.
Op ial
features and

Js libraries

Browser

Container
Page

Request Handler

Selector

Credential Reader

Extension
features and

Fig. 5. Server-side Extensions within Shingid

The main OpenSocial related component in Shindig is the
Gadget Data Servlet. This component handles and replies
to the request originated inside the social gadgets running on
the container SN site. The OpenSocial specification, as the
functionality exposed to developers of social applications, is
implemented as JavaScript libraries that are included in the
gadget when it is rendered and executed on the container.

A. Server-side Implementation

We implemented the functionality to issue credentials at
the core of the Shindig implementation, side by side with the
Gadget Data Servlet. All the services required to make the
credential issuing service work at the server-side is provided
by the Credential Servlet, which is added to the Shindig
architecture, as shown in Figure 5. This servlet exposes the
functionality to issue credentials as well as the functionality
that allows signature verification on credentials being used by
the user to provide data to gadgets’ requests. The credential
signature verification is one of the most important steps in
the credential usage, as it will verify the authenticity of the
credential and the acceptance of a relationship of trust between
the container service and the issuer service. The two main
components used by the Credential Servlet, also shown in
Figure 5, are the Credential Builder and Verifier and the
libraries implementing the ADT based credential, which are
used to generate the credential from the data obtained at the
container.
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B. Client-side Implementation

The extension functionality on the client side, the code
called by the gadgets and by the container to issue credentials,
was implemented as JavaScript libraries, and it was added
to the set of features already implemented in Shindig. The
implemented functionality, to use a credential as a data source,
ultimately sends the requests built by gadgets to a Java applet.
This applet contains the logic to manage the user’s credentials,
handle the request, process the user’s options, verify the
credential authenticity by calling the credential verifier on
the server, build the response object and send it back to
the JavaScript function that will finally return the response
containing the data, to the gadget. Communicating directly
with the applet and being a liaison between user and the
credential logic is the credential selector, which is shown in
Figure 6.

One of the key components in our implementation is the
credential selector, which is the only component the end
user will have any contact with, apart from the credentials
themselves. The credential selector allows the user to make
choices on the information being released. This credential
selector is included in the JavaScript libraries and is embedded
in all gadgets that require our extension as a feature to be
use. The credential selector will allow the user to add new
credentials by choosing credential files from disk, and then
displaying all added credentials so that the user can choose a
credential for any particular request.

VI. CONCLUSION AND FUTURE WORK

This paper discussed an approach to enabling a user-
controlled attribute sharing in online SN sites. Our approach
was based on an authenticated dictionary (ADT)-based cre-
dential system and extended an existing open source-based
social networking framework called OpenSocial to support the
credential system. We discussed the design of our extension
attempt. Finally we presented a proof-of-concept implementa-
tion based on our design.
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