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Abstract. This paper demonstrates that different software code inspection tech-
niques have the potential to improve developer understanding of code being in-
spected to varying extents. This suggests that some code inspection techniques 
may be superior to others with respect to improving the efficacy of future in-
spections, harnessing collective wisdom, and extending team knowledge and 
networked intelligence. In particular, this paper reports results from a study of 
novice developers’ cognitive development during a software inspection training 
exercise. We found that developers who performed a code inspection prior to 
modification tended to operate at higher cognitive levels beginning very early in 
the modification exercise. Those who had not performed an inspection tended 
to operate at lower cognitive levels for longer periods of time. Results highlight 
the importance of code inspections in increasing developers’ understanding of a 
software system. We believe collaboration between academia and industry in 
studies such as these would benefit the three major stakeholders: academia, in-
dustry and graduates. 

Keywords: Collaboration, Collective effort, Software inspections, Bloom’s 
taxonomy, Programmer comprehension, Cognition development. 

1   Introduction 

Industry-based software inspection processes are normally used to detect software 
defects. However, they can also have an impact on a developer’s understanding of the 
system being inspected, with the potential to improve team cognition levels and the 
effectiveness of future collaborative inspection exercises. 

A software inspection was used as a training exercise prior to developers adding 
functionality to code. During both the training and coding exercises, the software de-
velopers’ cognitive levels were measured using the Context-Aware Analysis Schema 
[15]. One group of developers had not seen the code prior to adding functionality. The 
other group of developers had inspected the code immediately prior to adding the 
functionality using one of three inspection-reading techniques: Ad hoc reading, Ab-
straction Driven Reading or Checklist-Based Reading. 
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2   Industry Practice 

Software Inspections are a practical methodology widely used in the ICT industry. 
They are a tried, tested, and effective method for the removal of defects from software 
early in the development life cycle [11]. Additionally, software inspections assist in-
spectors in developing greater insight and understanding into the artefact being in-
spected [16]. IDE’s such as Netbeans, Eclipse, Xcode and Visual Studio, with their 
auto completion functions for example, has meant developers are warned of many 
potential errors before finishing writing the line of code. For example, when calling a 
function, the auto completion will display the method signature. This assists the de-
veloper to order the parameters correctly. 

Reading software artefacts is an essential practice for producing high-quality soft-
ware during a product’s development and maintenance life cycle [2]. Inspection tech-
niques/reading strategies are usually linked with verification and validation of software 
artefacts. Applying inspections to raise cognition levels and reading skills is an area that 
has not been well researched as an additional possible benefit of software inspections. 

Traditionally software inspections are a collaborative task, typically comprising 
four inspectors. The first person is the moderator, who presides over and manages the 
team inspection process. The second is the designer responsible for the design of the 
code in question. The third is the implementer who translated the design document 
into code. The final participant is the tester who was responsible for writing and exe-
cuting the test cases. 

2.1   Practical Software Inspection Methods 

Software inspections are implemented early in the development process to detect de-
fects in the inspected artefact [11], and offer developers a structured method to exam-
ine software artefacts for defects [9]. Software inspections and their success in detect-
ing defects is a well-researched area in software engineering [23]. 

Performing a code inspection prior to modifying the code has been shown to im-
prove a developer’s ability to carry out the required changes [19]. The inspection 
techniques tested in this study were: ad hoc, Abstraction-Driven Reading (ADR), and 
Checklist-Based Reading (CBR).  

 
The ad hoc technique is understood to be the simplest inspection technique to use. 
No formal methodology is used when applying this method. The inspector is expected 
to thoroughly inspect the artefact using his/her personal experience as the guide [16]. 

This method’s strength lies in giving the greatest freedom to the inspector as to how 
they execute the inspection [9]. Its greatest weakness, correspondingly, is uncovered 
by novice developers, who lack the necessary experience to effectively apply it [16]. 

 

The Abstraction-Driven Reading (ADR) technique was created in response to the 
delocalisation challenge Object-Orientation introduced to traditional inspections [8] 
[9]. The inspector reads code in a systematic way, writing natural language abstract 
specifications about each method and class. While reading each method, calls to delo-
calised code are followed and the invoked code is also inspected. As the inspector 
systematically executes these tasks they also compile a list of detected defects. 
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A strength of this technique is the requirement for inspectors to develop reusable 
natural language descriptions of the inspected code. However, this comes with con-
comitant costs in time, and can be overwhelming for the inspector to attempt to grasp 
an understanding of the whole program. 

 

Checklist-Based Reading inspections were formally introduced by Fagan [11] and 
are considered the standard inspection method used by software organisations today 
[16]. The inspector has a series of questions that guide their reading. The questions 
should be derived from historical data from within the organisation identifying defects 
detected in previous systems [12][13]. 
 

Each question on the list requires a yes or no answer. A yes answer implies no de-
fect in the code at that location. A no answer indicates the possibility of a defect there 
and necessitates a closer examination of the code. 

A strength of this technique is that the checklist is a product of prior inspections 
and captures organizational history with respect to the cause of prior defects. A weak-
ness is that it is a highly structured process that can restrict inspectors from reading 
the code in a more natural manner. 

3   Bloom’s Taxonomy for Educational Objectives 

3.1   Bloom’s Cognitive Development 

Bloom’s taxonomy is a well-established categorisation of six different cognitive lev-
els potentially demonstrated during learning [1] [4]. The categories range from the 
lowest to the highest level of cognitive learning. The classification is widely used in 
education systems throughout the world. 

Each category, cited from [1], is listed and briefly described below, with an exam-
ple of how each might be translated in a programmer’s context: 

 

Knowledge: “retrieving relevant knowledge from long-term memory.” For the 
programmer this may be the specific recalling of an if-then-else statement. 

Comprehension: “construct meaning from instructional messages, including oral, 
written, and graphic communication.” For the programmer, summarising a method or 
code fragment. 

Application: “carry out or use a procedure in the given situation.” Demonstrated 
when the programmer makes a change in the code. 

Analysis: “break material into constituent parts.” Where the programmer describes 
a method or field’s operation and role within the wider system. 

Evaluation: “make judgements on criteria and standards.” Here the programmer 
makes a judgement on the correctness or incorrectness of a part of the program. 

Synthesis: “re-organise elements into a new pattern or structure.” The programmer 
creates a new class, successfully integrating it into the wider system. 

3.2   Industry-Based Context-Aware Schema Using Bloom’s Taxonomy 

Bloom’s taxonomy has been used in many software engineering studies to examine 
developers’ comprehension levels during different tasks [6][15][25][26][27]. Kelly 



 Measuring Cognition Levels in Collaborative Processes for Software Engineering 35 

and Buckley [15] developed a Context-Aware Schema for use with the taxonomy. 
The schema requires developers to “think-aloud” as they perform the different tasks 
required of them. Think-aloud is a process in which the participant verbalises 
thoughts and actions while carrying out the task [10]. 

The think-aloud data is recorded, transcribed and broken down into sentences or 
utterances. Each sentence or utterance is then categorised into a level within the tax-
onomy to identify the cognitive level at which the developer was operating. Each  
utterance is categorised upon both its content and the previous two utterances. This 
enables the utterance to be categorised within its applied context. 

The original Context-Aware Schema [15] omitted the synthesis level, as their study 
was carried out in a maintenance environment. In our study we have introduced the 
synthesis category. This was because developers were required to add new functional-
ity to the code. This new functionality was not fixing defects but rather extending the 
program to perform a new task. 

4   Methodology for Collective Academic and Industry Learning 

To investigate understanding arising as a result of the various code inspection strate-
gies, a study was conducted in which novice developers were required to add new 
functionality to an existing software system. During this process their cognition levels 
were measured using the Context-Aware Schema [15].  

The software system was the game of Battleship. It was a text-based implementa-
tion written in Java and contained seven classes in total. The Board.java class required 
new functionality; the ability to place ships in a diagonal down to the right manner. 
Participants were given 30 minutes to add this new functionality, and were required to 
think-aloud for the task’s duration. When their time was up, participants stopped re-
gardless of whether they had completed the task or not. 

The study was advertised on the university campus and participants took part in 
their own time. No compensation was paid to participants and they were informed 
that participation had no influence whatsoever on their marks/grades in courses they 
were currently undertaking. Participants were required to be final year undergraduate 
studying Software Engineering, Computer Science or Information Technology. 

Participants were provided with the following artefacts for the modification task: 
 

• a natural language description of the system, 
• a class diagram, 
• the Board.java file (without defects), 
• access to the other Java code in the system, 
• a natural language modification request, and 
• access to the Java APIs. All artefacts were online. 
 

Prior to adding the functionality, four participant groups were established and indi-
vidual members from three of the groups performed a 30-minute code inspection on 
the Board.java class, searching for defects. The think-aloud data was also collected 
from the inspection task. Group One performed an ad hoc inspection, Group Two 
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performed an ADR inspection, Group Three performed a CBR inspection, and Group 
Four did not perform an inspection. Participants performed two small training exer-
cises prior to participating in the study. The first exercise involved using the assigned 
inspection technique. The second exercise detailed how to think-aloud. 

Participants were informed that the defects seeded in the code were not syntax–
related, as the code compiled and executed. They were searching for defects that 
would cause the system either to fail or produce incorrect output. 

Research of this nature, based on empirical studies, is subject to internal and exter-
nal validity threats. The first internal threat to this study was the selection threat. Se-
lection threat is where participants are stacked to produce favourable results. To limit 
this threat, the study was advertised on campus, all final year students who asked to 
participate were admitted to the study, and all participants were randomly assigned to 
the different inspection technique groups. 

The second internal threat, as with many software engineering studies, was varia-
tion in participant experience. In considering this threat, demographics were collected 
from participants in order to monitor discrepancies that may have arisen within the 
results from this. 

The external validity threat in this study was the sample size. There is significant 
overhead involved when using the think-aloud method. The data must be collected, 
collated, transcribed, broken into utterances, and analysed. The sample size was kept 
to 20 as the research was attempting to identify any emerging trends within the data 
that could be pursued with larger data sets in the future. It must be noted that even 
with small sample sizes, although difficult to generalise to a larger body, significant 
differences may still be identified [20] warranting continued research. 

5   Results on Effective Bloom’s Cognition Development and 
Software Skill Training 

Table 1 displays an utterance example from each of the 6 different categories of 
Bloom’s taxonomy. The seventh category (Graph Number 0) shown in Table 1 is Un-
coded, and is not part of the taxonomy. Utterances in this category were either unin-
telligible or unrelated to the task at hand, such as talking on the mobile phone during 
the study. 

Table 1. Example of utterances 
 

Graph Number Bloom’s level Utterance Example 
1 Knowledge “while ship not sunk” 
2 Comprehension “this is a one to many relationship” 
3 Application “we need to cater for a new direction” 
4 Analysis “this is externally controlled” 
5 Evaluation “the call here is incorrect” 
6 Creation “creating a new method” 
0 Uncoded “what food will we need for tonight” 
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Figures 1, 2, 3 and 4 graph four different participants’ utterances in order of their 
occurrence, categorised into the appropriate cognitive level using the Context-Aware 
Schema. The X-axis shows the order of the utterances and the Y-axis represents utter-
ance’s cognitive level. 

 

Fig. 1. Participant 15's modification utterances. Performed no inspection. 

 

Fig. 2. Participant 5's modification utterances. Performed a CBR inspection. 
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Fig. 3. Participant 1's modification utterances. Performed an ad hoc inspection. 

 

Fig. 4. Participant 17's modification utterances. Performed an ADR inspection. 

 

Figures 5 and 6 are graphed in a similar manner, but the utterances are from the in-
spection each participant performed. Due to the large number of graphs, only samples 
of the participants have been displayed in this paper. 

Figure 1 demonstrates almost 50% of participant 15’s modification utterances were 
in the lowest cognitive level, Knowledge. The participant was unfamiliar with the 
code prior to receiving the modification request. Hence, in the 30 minutes given for  
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Fig. 5. Participant 5's utterances during inspection. Performed a CBR inspection. 

 

Fig. 6. Participant 1's inspection utterances. Performed an ad hoc inspection. 

 

the task, they needed to familiarise themselves with the code and then perform the 
modification. This low cognition level is indicative of the participant reading the code 
in an attempt to understand what task the code performed. Once this was sufficiently 
understood, the modification could then be attempted. After that point they began to 
operate at higher cognitive levels. This pattern was similarly repeated with all partici-
pants who did not perform a code inspection prior to modifying task. 
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Figure 2 graphs participant 5’s modification utterances. It shows that participant 5 
started with a small number of utterances in the low cognitive levels and then moved 
into the higher cognitive levels: synthesis, application and evaluation, remaining there 
for a large portion of the modification time. 

Prior to performing the modification task, participant 5 had performed a CBR in-
spection. Figure 5 graphs participant 5’s utterances from the CBR inspection. The 
graph shows participant 5 started the inspection with a small number of utterances in 
the lowest cognitive levels and then moved into the higher cognitive levels: Analysis 
and Evaluation. 

Figure 3 shows participant 1 started with very few low-level utterances and then 
moved into the higher categories within the taxonomy. Before carrying out the code 
modification, participant 1 had performed an ad hoc inspection on the class. The par-
ticipant also had a vast number of Uncoded utterances while performing the modifica-
tion. The recording indicates this participant talked about unrelated things while 
performing the code changes. 

In Figure 4, participant 17’s utterances during the modification reflect a very similar 
story to those already described. Having performed, in this case, an ADR code inspection 
prior to the modification, the participant started with a small number of low-level cogni-
tive utterances and then moved into the higher cognitive levels. 

Figure 6 displays participant 1’s utterances from an ad hoc code inspection. The ad 
hoc inspection technique is without structure and the inspector operates mostly in the 
lowest cognition levels. Comparing this to participant 15’s modification utterances, 
Figure 1, both start at the very low cognitive levels. The two graphs appear very simi-
lar in the way their utterances are spread through the different categories, and yet one 
is from an inspection, Figure 6, and the other is from a modification, Figure 1. During 
the inspection, participant 1 is working to understand the code while participant 15 is 
working to add functionality to the code. As they are attempting to understand the 
code they operate at similar cognitive levels. One participant is looking for defects, 
the other looking to add functionality yet the cognitive levels are very similar. 

6   Discussion 

These results demonstrate that performing a code inspection prior to adding function-
ality impacts novice developers’ cognitive levels. Moreover, the various inspection 
techniques used affects developers cognitive levels differently.  

Figure 6 shows that participant 1 consistently operated in the lower cognitive levels 
during the inspection. They were attempting to understand what the code does. When 
comparing it to what the code should have done, they moved into the higher cognition 
levels. 

Figure 1 shows participant 15, who did not perform an inspection prior to modifying 
the code, largely operated at the lower cognitive levels. This was similar to participant 
1’s utterances shown in Figure 6. Notably, both participants operated at similar cogni-
tive levels yet were performing very different tasks: participant 1 was performing an ad 
hoc code inspection and participant 15 was attempting to add functionality. The ad hoc 
inspection technique, used by participant 1, is unstructured; the inspectors must use 
their own experience to successfully execute the inspection. The cognitive levels  
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experienced when performing an ad hoc inspection are similar to those experienced 
when adding functionality to unfamiliar code. In the case of the ad hoc inspection, no 
direction is given and in the case of the functionality being added, the code is unknown 
and must first be understood in order for it to be modified. However, when participant 
1 moved into the modification task, they operated at the higher cognitive levels, appli-
cation and synthesis, from very early unlike participant 15 when they were performing 
th0065 same task (as noted earlier, participant 1 also talked about unrelated things 
while performing the tasks). 

Participant 5, shown in Figure 5, commenced their code inspection with a small 
number of utterances in the low cognitive levels and then moved into the higher lev-
els. At the higher cognitive levels, as with participant one, they were judging the code 
for correctness. However, participant five operated more consistently and for a longer 
time period at these higher cognitive levels than participant 1 did. 

Participants using the CBR inspection technique operated at higher cognitive levels 
and when they moved to add new functionality they continued to operate at the higher 
cognitive levels: application, synthesis and evaluation more consistently and for 
longer time periods. The CBR inspection technique facilitated higher cognitive levels 
within the inspection and the inspector, when making modifications, appeared to con-
tinue to function at these higher levels. 

We found that in our study of novice developers’ cognitive development, during 
the practical-based skill training exercise, the developers who performed the inspec-
tion prior to modification tended to operate at higher cognitive levels from very early 
on while those who had not performed the inspection tended to operate at lower cog-
nitive levels for longer periods of time. 

The results highlight the important role software inspections can play in increasing 
developer comprehension of a system. They also support the notion that when intro-
duced to a new program or code, one must first go through an initial stage of low 
cognition levels to gain a basic fundamental understanding of the code, its operands 
and operations. For the novice developer, the less structured the process for working 
through this stage, the longer they operate at the lower cognitive levels of the taxon-
omy. Conversely, the more structured the technique used to familiarise themselves 
with the code they are working with, the faster they move into the higher cognitive 
levels of the taxonomy. 

The CBR inspection structure facilitates inspectors to function within the highest cogni-
tive levels, above that of both the ad hoc and ADR. This is due to the question and answer 
nature of the checklist, which requires the inspector to judge the code for correctness. 

As software systems continue to simplify the user experience while increasing the 
complexity for developers, it is important that effective methods are developed to 
assist novice developers joining these teams to understand the code-bases they are 
working on as quickly as possible. This will service quality education with skilled 
graduates that meet the ICT industry needs. 

7   Conclusions 

This study, and ultimately the three major stakeholders, academia, industry and 
students, could all benefit from collaborating on future research investigating the 
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benefits of inspections to improve collaborative design cognition and extending 
team knowledge.  

Industry’s benefit from collaboration with academia would be in assisting to produce 
higher quality graduate developers. These graduates’ skills would have already been 
tried and tested in the environment of with industry-based code. This could aid in reduc-
ing costs related to graduate training and also reduce the amount of productive time sen-
ior developers lose when answering rudimentary questions from new developers. 

Collaboration between academia and industry would result in students also benefit-
ting. Prior to moving into the work force, students will have seen and worked on in-
dustry based code. Novice developers’ exposure to this type of code would create an 
awareness of the complexities of the code they will be working with when they move 
from academia into industry. Their education would have covered both the theoretical 
side and the industry side of issues faced by developers. 

The call must be made for increased collaboration between industry and academia. 
The use of ICT continues to become more and more ubiquitous and the underlying 
complexities of ICT continue to increase. Collaborative research between academia 
and industry into effective reading strategies to improve developer comprehension is 
essential in raising the quality of software being produced by increasing the quality of 
software development graduates. 

The disconnect between academia, their ICT graduates and ICT industries is as 
common as the gap between business objectives and IT solutions. Despite the strong 
shortage of ICT skilled professionals in all industries, academia has a hard time creating 
ICT graduates that meet industry needs. Currently, existing ICT education and the rest 
of the ICT industry throughout the world are out of sync. For example, the evolution 
cycle of Technology is 6 months, but in academia, most curriculums change approxi-
mately every 3-5 years. Without a collective academic industry learning effort, students 
will study outdated technology and practices that will be even more outdated in 3 years 
time, when they graduate. Therefore, the collective effort will help to keep pace between 
ICT revolutions and state-of-the-art education, enabling global knowledge, networked 
intelligence, and extended knowledge to penetrate the educational sector. 
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