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Abstract. Microprocessors operate most serial devices in the same way,
issuing commands and parsing corresponding responses. Writing the
device drivers for these peripherals is a repetitive task. Moreover, mea-
suring the response time of each command can be time-consuming and
error prone. In this paper, we present DriverGen, a configuration-based
tool developed to provide accurate response time measurement and auto-
mated serial device driver generation. DriverGen (i) simulates the com-
mand execution sequence of a microprocessor using a Java program run-
ning on a desktop, (ii) measures the response time of the target device to
each command, and (iii) generates a device driver based on the received
responses and measured response times. To evaluate DriverGen, three
case studies are considered.

1 Introduction

Our work is motivated by the recurrent structure of most serial device drivers
and the importance of accurate timing. The main contributions of our work are
as follows: (i) We present a serial device driver configuration language that gen-
eralizes the specification of a serial device driver. (ii) We present an approach
that measures response times with precision on the order of 10 s of microsec-
onds by monitoring data signals in the communication interface. (iii) We imple-
ment DriverGen, a configuration-based tool developed to accurately measure
response times, and to automatically generate the specified serial device driver.
(iv) Finally, we evaluate DriverGen, considering the performance of generated
drivers for three serial devices.

2 Related Work

Automated driver synthesis is discussed in [8]. Ratter proposes synthesis as a
method to ensure correct driver construction. A state machine is generated auto-
matically using specifications for both the device and the (desktop) operating
system, and ultimately supports the generation of a driver for the device in C.
We similarly provide the ability to generate a microprocessor driver for device
communication. When generating a driver for a microprocessor, we experience
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the added challenges of memory and power constraints, timing precision, and a
single-threaded operating system. Our driver must be efficient with respect to
both memory usage and power consumption.

Another method for automating device driver generation is Termite [9]. Ter-
mite acts as an interface between the OS and a target device. It uses a formal
specification of the device to generate a set of OS-independent commands. It
allows the device creator to focus on the device, and the OS expert to focus on
the OS, and still create a communication link between the two. Similarly, we
create a method to automatically generate drivers for serial devices, eliminating
the need for developers to manually write the drivers.

In [6], O’Nils et al. show that by using synthesis, development time can
be reduced by as much as 98 %. Their method uses ProGram, a specification
language, to model the behavior of a device based on sequences of permissible
events. Three inputs are required to synthesize the device driver from its behav-
ior: architecture independent protocols, a specification of the processor and bus
interface, and a specification of the target operating system.

An important requirement of automatically generated code is that the quality
must be equal to or surpass that of hand-written code. In [7], O’Nils et al. argue
that their tool produces a quality driver (generated in C) that is comparable to
handwritten code. This tool requires a protocol specification for both the device
and the operating system.

3 System Design/Implementation

DriverGen is based on the observation that all serial device drivers work in almost
the same way. Our system simulates the execution of each command and generates
the target device driver based on the execution results. Each command sequence
is implemented as a function in the driver. To match the response pattern and
save the desired information, we implement regular expression libraries in Java
and C, used by DriverGen and the generated drivers, respectively. To determine
if the target device is responding, or the response is finished, timeouts are used,
making accurate timing important. DriverGen monitors the UART communica-
tion signals to measure the response time of a device to each command (response
time), and the time between bytes in the response (inter-byte times).

3.1 Hardware Setup

Fig. 1. Hardware setup

The DriverGen hardware,
shown in Fig. 1, consists of
a desktop running a Java
program, two FT232R chips,
and a MoteStack [3]. The
FT232R chips are used by
the desktop to communicate
with the target device and a
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MoteStack, respectively. The MoteStack is used to monitor the UART data sig-
nals to measure the response and inter-byte times.

3.2 Driver Configuration

DriverGen runs based on a driver configuration file that is used to configure
UART communication, control execution of each command, and generate the
target driver. The configuration parameters specify (i) basic driver information,
such as driver name, version; (ii) global definitions, such as response timeout,
which specifies the maximum time before the first response byte should be
received; and (iii) function details, such as function names, the commands to
be sent to the target device, the responses expected, and other information.

3.3 System Architecture

The DriverGen system consists of three modules. The Parser module is used to
read, parse, and validate a driver configuration. The Executor module is used to
execute the functions specified in the configuration, and to control the MoteStack
to measure response times and inter-byte times. The Generator module is used
to generate the driver source code based on the configuration parameters and
execution results.

4 Evaluation

We now present our evaluation of the driver generation approach. We introduce
three serial devices and corresponding applications previously developed to oper-
ate with functionally equivalent, time-tested, handwritten drivers. We validate
the correctness of each generated driver via substitution within the correspond-
ing application. Finally, we consider the relative performance of the drivers, both
in terms of space and execution speed.

In our experiments, the drivers and applications are implemented based on
the AVR platform. To evaluate the WiFi and cellular devices, a standard x86
server is used to collect data sent from the devices.

4.1 Test Devices and Applications

Three serial devices are used to evaluate our approach. The WH2004A is an
LCD device that executes commands to display characters. The RN131 is a
standalone embedded WiFi device with built-in TCP/IP support. The GM862
is a quad-band GSM/GPRS cellular modem with built-in TCP/IP, FTP, and
SMTP support.

To evaluate the generated driver for the WH2004A, an application which
detects a door trespassing event and displays the event counts on the LCD is
used. Since the WH2004A does not respond to incoming commands, the eval-
uation is focused on correctness only. The generated driver displayed the event
counts without any errors for 100 door trespassing events.
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To evaluate the generated drivers for the RN131 and GM862, two test appli-
cations were used. The applications sense data from a group of sensors every
10 and 120 s, respectively, and record the execution time of each function. Sen-
sor readings and execution times are then sent to a server. Each application is
configured to perform 1000 transmission rounds in each test, and the average is
used. Based on stored messages in the database, both drivers work as expected.

4.2 Performance Evaluation

We next evaluate the performance of the generated drivers relative to the hand-
written drivers, both in terms of space and execution speed. We focus on the
WiFi and cellular devices.

Execution Speed. We first evaluate the execution speed of the generated
drivers by sending 1000 850-byte messages to the server and tracking the exe-
cution time of each associated function. Figures 2a and b summarize the speed
of the generated driver functions for the RN131 and the GM862 compared to
the handwritten drivers. The x-axis represents the driver functions, and the y-
axis represents the average cumulative execution time, in seconds, in a single
transmission round. The functions are ordered by execution time, in decreasing
order from left to right. As the figures illustrate, the generated drivers run faster
than the handwritten drivers across all functions. The speed-up is achieved by
reducing the time spent waiting for each response. The cumulative speed-up
is proportional to the number of executions of each function in a transmission
round. For example, in each round, the gm862 gsm registered function executes
approximately 40 times before detecting a valid network registration. Therefore,
it shows a high speed-up in Fig. 2b. For the GM862, the overall execution time
in each round is 48.50 s for the generated driver, compared to 59.60 s for the
handwritten driver. For the RN131, the overall execution time in each round is
11.99 s for the generated driver, and 14.68 s for the handwritten driver.

Memory Usage. We next evaluate the memory overhead introduced by the
generated drivers. Avr-size is used to collect the memory data. Figure 3a sum-
marizes the drivers’ program memory (ROM) usage. The x-axis represents the
drivers, and the y-axis represents size, in bytes. The hashed area represents
ROM overhead introduced by the regular expression library. The ROM over-
head is approximately 3400 bytes for both drivers. Figure 3b summarizes the
drivers’ data memory (RAM) usage. Again, the x-axis represents the drivers, and
the y-axis represents size, in bytes. The hashed area represents RAM overhead
introduced by the regular expressions used in the generated driver. The RAM
overhead is closely related to the number of regular expressions used. Since the
GM862 requires more regular expressions, the overhead for the GM862 is slightly
larger than the WiFi chip, at 503 bytes.
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(b) GM862

Fig. 2. Driver function execution time

R
O

M
 M

e
m

o
ry

 U
s
a
g
e
 i
n
 B

y
te

s

0
5
0
0
0

1
5
0
0
0

2
5
0
0
0

7390

20838

10842

7032

24200

20360

RN131 GM862

Generated Driver

Regular Expressions

Handwritten Driver

Excluding Regular Expressions

(a) Driver ROM Usage

R
O

M
 M

e
m

o
ry

 U
s
a

g
e

 i
n

 B
y
te

s
0

5
0

0
1

5
0

0
2

5
0

0
3

5
0

0

565

2558

900

587

3061

2598

RN131 GM862

Generated Driver

Regular Expressions

Handwritten Driver

Excluding Regular Expressions

(b) Driver RAM Usage

Fig. 3. Memory usage

5 Conclusion

We described a configuration-based system to automatically generate serial
device drivers and accurately measure the timeout characteristics associated
with each driver command. Results show that the generated drivers perform as
expected, introducing modest memory overhead. Importantly, the execution time
of each command is reduced compared to the handwritten drivers. As a result,
driver performance is increased, and improved energy efficiency is achieved.
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