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Abstract. With the growth of smartphone users, mobile phone applications
increase exponentially. But a lot of apps are cloned. We design a timing-based
clone detection method. By choosing several lists of inputs, we can get the corre‐
sponding CPU time usage, which composes a CPU time usage tuple. After
comparing these tuples, we can find the clone apps. At last, we do some experi‐
ments to verify our methods.
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1 Introduction

With the growth of smartphone users, mobile phone applications increase exponentially.
However, according to [1], they find 44,268 cloned apps from 265,359 free Android
apps in 17 Android markets. Moreover, malicious users use these cloned apps to gain
economic benefits by adding some advertisement or malicious code. So clone detection
is important for users and legitimate developers.

Clone [2] means large-scale computer program is duplicated code. Current clone
detection techniques mostly analyze the program execution, including control flow and/
or data flow. They are mostly based on graph [3, 4], AST [1], token [5] and so on [6].
These techniques are not robust to code obfuscation [7]. In addition, some work focus
on analyze binary code instead of source code [8]. Clone detection methods are mostly
inefficient.

Birthmarks [9, 10], is an effective way to identify programs and prove ownership,
which is a characteristic of an app for clone detection. However, static birthmark can be
easily identified by attackers and removed. Researchers designed some methods [11],
especially dynamic birthmarks [12], to protect the birthmarks. However, some kinds of
the birthmark are overwhelming and easily changed, which make the cloned apps diffi‐
cult to be detected. Our approach is a kind of dynamic birthmark. Different from previous
birthmarks, our birthmark is not running statuses of program variables. In this way,
attackers cannot change the birthmarks by obfuscating the exact variables that we use
as birthmarks.
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We designed a new kind of clone detection method based on CPU time usage. After
giving each app several lists of inputs, we could get the CPU time usage tuple. Then we
compare the tuples. If they are similar, the two apps may be clones at high possibility.
At last, we do some experiments to verify it.

In sum, we made several contributions as follows.

• We use CPU time usage as a kind of dynamic birthmark on Android apps, which
could be used to detect app clones on Android markets.

• We made several evaluations to verity the effectiveness of this timing-based birth‐
mark. The results show that this kind of watermark is good to detect similar apps.

The rest paper is organized as follows. In Sect. 2, we introduce the motivation and
overview of our system. Next, we will introduce our approach and implementation in
detail. In Sect. 4, we give some evaluations. Then, we will discuss some problems
further. The last section is our conclusion.

2 Motivation and Overview

2.1 Motivation

As we known, each application (app for short) has its own functionalities. Different apps
have different functionalities. Different functionalities will use different numbers of CPU
circles with high possibilities. CPU circles are represented as CPU time usages. Thus,
we could use the CPU time usage to stand for an app and compare different apps.

With this idea, we made two experiments. We feed the same inputs to two cloned
apps (Fig. 1) and two different apps (Fig. 2). The results are:

(1) For the cloned apps, the CPU time usages are almost the same if the inputs are the
same (Fig. 1).

(2) For different apps, the CPU time usages are different with high possibility (Fig. 2).

For cloned apps, attackers would not like to change the original functionalities much.
They want the cloned to run as stable as possible for long-term revenue. For example,
based on previous work [13, 14], attackers only replace some variable names or change
the order of statements. So the cloned apps have almost the same functionalities as the
original one. That is to say the cloned apps may have almost the same CPU time usage
if the inputs are same. Then we want to use CPU status to do our clone detection.

Fig. 1. The same app using the same inputs Fig. 2. Two apps using the same inputs
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One problem in using CPU time usage is that different apps (especially the apps with
simple functionalities) may have very similar CPU time usage when feed with the same
inputs. To solve this problem, we do not use a single list of inputs. Instead, we use several
lists of inputs. Each list includes several inputs. We have the following overview in
design.

2.2 Overview

We design a system that is based on CPU time to do clone detection. It consists of three
main steps as Fig. 3.

– Step 1: For app A:
First, we use one list of inputs, like Inputs 1, and get the CPU time usage CPU1. In
order to monitor the changes, we choose appropriate time interval and record the
status of CPU time usage. Then, we choose the appropriate part to analyze. We
express it as a vector CPU1 = <c1, c2, …, cn> , the element “ci” (1 ≤ i ≤ n) is the
status of the i-th CPU time usage status.
Second, we use several other lists of inputs, like Inputs 2…Inputs n, to get the corre‐
sponding CPU time usage. As above, we choose the appropriate parts of CPU status
for each lists of inputs, which avoid unchangeable CPU status, and express them as
a tuple UC = <CPU1, CPU2, …, CPU n>.

– Step 2: For app B or other apps:
For each app to be analyzed, we do the same thing as those in “For app A”. Note that
the lists of inputs should be the same as “For app A”, and the initial state of the apps
should be the same for each testing.

– Step 3: Compare the lists for the two apps.
After getting the CPU time usage of several apps, we just compare the UC tuples to
do clone detection. We mainly do similarity comparison between two UC tuples. By
designing a judge algorithm, we get the distance, and then use a threshold to judge
whether two apps are cloned or not.

App A

App BInputs 2

<CPU1,CPU2, ,CPUn>

App C

Clones

Non-Clones

Inputs 1

Inputs n

A

B

C

<CPU1,CPU2, ,CPUn>

<CPU1,CPU2, ,CPUn>

Fig. 3. The overview of our approach

We will talk about these steps in detail in the next section.
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3 Our Approach and Implementation

Based on the overview, we give our detailed design and implementation.

3.1 Get the CPU Time Usage

In order to get the correct CPU usage, we have to make sure some pre-conditions as
follows are satisfied.

– We need to keep the initial running status as the same for each run. For example,
after doing some operations in a testing app, the status of the app is different from
the status when the app starts. To make sure the initial statuses are the same, we shut
down the app, and open it again. Otherwise, the CPU time usage may be impacted.

– We have to generate the same lists of inputs. Moreover, the inputs should better
trigger some complex operations with various types. To generate such inputs, we use
the Monkey [15], which is a tool for testing. By emulating a normal user, it generates
different kinds of events such as clicks and swipes. In addition, if the seed to the
Monkey is the same, the generated inputs are also the same.

– We need to choose the appropriate time interval. With regard to the CPU time usage,
if the time interval is long, it may lose some details about CPU changes. If it is short,
we have to compare a lot of useless data. To meet this condition, we try to generate
different numbers of inputs for each app. For example, the long inputs will trigger
more events and make the time interval longer. So we could have different lengths
of time intervals.

After we meet the conditions, we could get the CPU time usage. To get the usage,
we do not want to insert any code into the apps. If we do so, attackers could find the
code and remove all the code, which will effectively undermine our approach. This will
also further expose our birthmark.

So we want to get the CPU usage without changing the original apps. As we know,
in Linux system, each process has a status file in the system. That is the “/proc/[pid]/
stat”. In the status, there is a number which indicates the usage of CPU. The number
changes when the CPU usage is changed. To read the stat file, we first need to get the
pid of the target app. Then we read the stat file every 100 ms.

3.2 How to Compare Different Lists

After getting the CPU time usage tuples, we design an algorithm to compare them. The
result shows their similarity.

Suppose there are two apps App1 and App2. Using the same lists of inputs, we get
the CPU time usage (i.e., birthmark) UC1 = <CPU1, CPU2, …, CPUn> for App1 and
UC2 = <CPU1’, CPU2’, …, CPUn’>. We define the distance between the two apps
using following equations.
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After observing the CPU time usage of apps, we find that it increased with time. So
we use the CPU time usage after a list of inputs is fully executed by an app. We use a
threshold to judge whether two apps are similar or not.

4 Evaluation

We do some experiments about clone detection. We first use two cloned apps
(“com.gamelin.gjump” and “com.ladty.gjump”) to test. The result is as Fig. 4. We can
see that the results of CPU time usage of cloned apps are almost the same. And the
Distance = ((|40−41|)/(40 + 41) + (|19−09|)/(19 + 20) + (|33−31)/(33 + 31) + (|
18−18|)/(18 + 18) + (|25−24|)/(25 + 24))/5 = 0.018.

Fig. 4. The CPU time usage of two Cloned apps

Then we do experiments on two apps (com.android.calculator2 and
com.android.browser). The result is as Fig. 5. We find that the distance is as follows:

Fig. 5. The CPU time usage of two apps not cloned

Distance = ((|7−15|)/(7 + 15) + (|11−15|)/(11 + 15) + (|11−17|)/(11 + 17) + (|
16−22|)/(16 + 22) + (|15−21|)/(15 + 21))/5 = 0.211. So we can choose the threshold as
0.1 and find the cloned ones. In future, we will do more experiments and get a proper
threshold.
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5 Discussion

(1) How to remove the impact of Internet?

In android applications, some operations may be closed related with Internet, which
may change the CPU time. For example, users have to submit some personal information
when register most of applications. In addition, some apps inclusion of ads may also use
Internet without notice. But the speed of Internet is impacted by several factors, like
Internet speed, operation performance and so on. And our testing result may change a
lot in different places.

In order to remove the impact of Internet, we try to choose some inputs, which
can avoid operations using Internet. Moreover, we can add some codes to bypass or
block internet connections when testing. We will do it in the future.

(2) How to avoid the impact of obfuscation?

Attackers often use some obfuscation methods to avoid similarity detection. They
can add some useless code, change the execution sequence and so on. These modi‐
fications all impact the CPU time usage, which is the basis in our method.

In order to avoid the impact of obfuscation, our inputs lists should cover most of the
functions, and avoid repetition. So if some parts are changed, the overall result will be
influence little. In addition, if the attackers modify most parts of the apps, the tuple will
change a lot. For example, supposing the original vector is CPU = <c1,c2,…,cn> , if
attackers add some junk code everywhere in the app, the vector will be CPU’ = v * CPU.
That means it increase every element of CPU in a linear way. And we will pay more
effort on this issue in future.

6 Conclusion

In this paper, we design a timing-based clone detection method. First, we have to
choose some suitable lists of inputs. Secondly, by using these inputs, we get the
corresponding CPU time usage as a tuple. Then, we compare tuples from different
apps using the same lists of inputs. From the comparative result, we can find out the
cloned apps. Finally, we do some experiments, and the results show the effective‐
ness of our method.
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