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ABSTRACT
We present the design, implementation and simulation of a security protocol based on Extensible Authentication Protocol nick-named EAP-Sens for wireless sensor networks. We use the generalized pre-shared key authentication method for authentication and key establishment. Standard EAP model is used for authenticating sensor nodes within the radio range of the authenticator. For distant nodes, we use Relay Authenticators to tunnel EAP messages to the authenticator. We have defined EAP message encapsulations for IEEE 802.15.4 standard and a key hierarchy for EAP-Sens. To analyze EAP-Sens performance on larger configurations a simulation model has been developed. We have implemented an EAP-Sens prototype for Tmote sensors and showed that EAP based security protocol is feasible in wireless sensor networks.
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1. INTRODUCTION
Wireless sensor networking is one of the most exciting and challenging research areas of recent time. Deployment of wireless sensor networks is becoming more common in a wide variety of applications for collecting and disseminating sensitive and important information [5, 22, 26, 27, 18, 17, 6, 8]. As the application of wireless sensor networks is increasing, security and reliability become an important concern because any vulnerability in the system would limit its practical use. Like mobile ad hoc networks, multi-hop wireless sensor networks count on proper operation of devices that act as coordinators or forwarders [3]. Thus device or entity authentication during the early stage of network initialization or during operation later on is one of the most important design considerations. However, designing security protocols for resource-poor sensor devices is a difficult problem [21] [14] due to inherent complexities of cryptographic algorithms.

In recent years, a number of security protocols have been proposed for wireless sensor networks [21] [14] [25] [10] [13] [23] [29] [30] [20]. Though some authors have shown that public-key security protocols are feasible in wireless sensor networks, they are slow and require complex computation, and significant amount of memory [25] [28]. On the other hand, symmetric-key methods are simple, fast, and require less memory and computing power. Moreover, the IEEE 802.15.4 standard on Low-Rate Wireless Personal Area Networks (LR-WPAN) [12] sensor devices already have symmetric-key security primitives for encryption and message authentication. Therefore, security protocol based on symmetric-key is more preferable for resource-poor sensor networks.

Although a number of security protocols have been proposed for key management in WSNs, none of them describes entity authentication and network access control except Zigbee [30] in commercial mode. Some of the above protocols assume that the master key is established by using some other entity authentication protocol or is preloaded before deployment [14] [13] [23] [29] [20] [23]. The security architecture of Zigbee uses the PAN coordinator as the authentication and key distribution center, which makes the architecture unscaleable and cannot be used in mobile environment of multiple PANs where mobile nodes move from one PAN to another PAN.

In this paper, we present the design, simulation, and implementation of a generalized authentication framework nick-named EAP-Sens, based on the Extensible Authentication Protocol (EAP) [2] for IEEE 802.15.4 networks. EAP-Sens uses the Generalized Pre-Shared Key (GPSK) method for entity authentication and access control and prevents unauthorized devices from joining the network. This prevents unauthorized nodes from intercepting network packets, becoming forwarders and subsequently playing denial of service (DoS) attacks, responding to a query by spoofing a legitimate node, or injecting fabricated packets into the network.
Contributions of the paper include the extension of EAP architecture for multi-hop wireless networks, an original encapsulation of EAP packets for LR-WPAN and optimization of the GPSK authentication method for low-power sensor devices.

The paper continues in Section 2 with a brief review of security protocols available for sensor networks. In Section 3 we briefly discuss EAP mechanism, EAP-Sens design challenges, and our solutions. We present EAP-Sens implementation and operation principle in Section 4. We present security analysis in Section 5. Section 6 presents performance analysis and simulation results and Section 7 concludes the paper.

2. RELATED WORK

The earliest proposal for securing WSNs is a set of security protocols for TinyOS based wireless sensor networks, called SPINS, [21] to provide data confidentiality and message integrity and authentication. The first implementation of WSN security protocol, TinySec [14], a link-layer security architecture similar to SPINS, provides data encryption and authentication functions with little overhead. These protocols do not provide authentication or key management functions.

In [25], authors present an end-to-end security architecture for sensor networks based on public-key cryptography. They have implemented a small-footprint secure HTTP stack, nicknamed Sizzle, which runs in less than 4KB of RAM, performs a full SSL handshake in 1 second and transfers 1KB of application data over SSL in 0.4 seconds. Sizzle requires public key infrastructure (PKI) for authentication. In [10], authors proposed a public key based key management protocol for sensor devices, in which a centralized device distributes public key parameters to sensor devices and acts as public key repository.

In [23], authors proposed a security architecture for WSNs which provides pairwise key agreement, cluster key establishment, and secure communication. It uses a certificate authority (CA) to generate and distribute a symmetric-key bivariate polynomial of some degree over a finite field. Two nodes derive a pairwise key by evaluating their private polynomial which can be derived directly from the CA’s polynomial and is the same for both nodes. A similar protocol is proposed in [13], where a centralized device authenticates new devices that join the cluster, generates cluster key randomly and updates it periodically. To authenticate distant nodes, cluster members enable IEEE 802.1X based port authentication. Cluster heads act as the gateway of the cluster and communicate with other cluster heads. Another similar protocol for WSN is Lightweight Security Protocol (LiSP) [20], each node shares a master key with the key server which is established by executing some sort of entity authentication protocol. The key server generates a set of new keys using one-way and periodically broadcasts a new key well before its use for encryption or decryption, and a client node first authenticates the received key and then recovers all previously missed keys, if any.

Zigbee [30], the industry alliance of wireless sensor devices, defines a security architecture for WPANs. In Zigbee, the PAN coordinator acts as the trust center and shares a master key with each of the devices in the network. If a device does not have a pre-configured master key with the trust center, the trust center sends a master key to the device in plain text. Otherwise, the trust center and the device run the Symmetric-Key Key Exchange (SKKE) protocol for mutual authentication and key agreement.

S. Zhu et al. propose an efficient security protocol for WSN called LEAP [29]. LEAP assumes different security requirements for different types of messages and uses different keys for securing these messages. It uses individual keys to communicate with the base station, pairwise keys are used to communicate with other sensor nodes, a cluster key is used to communicate with neighbors, and a group key is shared by all the nodes in the network. The individual key is preloaded into each node before being deployed. LEAP uses one-way hash chains for authenticating local broadcasts like SPINS. The most notable feature of LEAP is that it supports network aggregation.

3. EAP-SENS DESIGN

Extensible Authentication Protocol (EAP) [2] is an authentication framework which supports multiple authentication mechanisms. EAP uses four messages (EAP-Request, EAP-Response, EAP-Success, and EAP-Failure) and typically runs directly over the link-layer without requiring the Internet Protocol (IP) and therefore includes its own support for in-order delivery and retransmission. Actual authentication messages are exchanged between EAP server and EAP peer in EAP-Request and EAP-Response messages until successful completion of authentication or authentication fails. If authentication fails at any point, EAP server sends EAP-Failure to EAP peer, otherwise EAP server sends EAP-Success. In successful authentication, EAP server and EAP peer establish a Master Session Key (MSK). In 3-party pass-through mode, EAP server exports the MSK to authenticator to be used as the long-term shared secret between the authenticator and the EAP peer.

\[ \text{Figure 1: GPSK EAP Authentication} \]

EAP messages between the authenticator and EAP server are transported using the authentication, authorization and accounting (AAA) protocol, e.g. RADIUS messages, such as...
Access-Request and Access-Accept. In this case EAP server is co-located with AAA, e.g. RADIUS server. AAA servers are used in cellular networks to manage mobile phones by the mobile network operators. The authentication method developed in this paper allows an extension of AAA based mobile network management to wireless sensor networks such as residential or medical sensor networks.

3.1 EAP-GPSK Authentication

EAP supports multiple authentication algorithms called method. We choose the generalized pre-shared key EAP method (EAP-GPSK) [7] for our EAP-Sens design because of its simplicity, light-weightness, and good level of security [24] [7]. EAP-GPSK performs authentication between EAP server and EAP peer based on a pre-shared secret key (PSK). When EAP server receives an AAA Access-Request from PAN coordinator, the server initiates the protocol by sending GPSK-1 message containing server ID (ID_s) and server nonce (N_s) to the peer. Upon receipt of GPSK-1 message, the peer generates peer nonce (N_p) and derives Master Session Key (MSK), extended MSK (EMSK), session key (SK), and payload encryption key (PK) using GKDF [7] from PSK, ID_s, ID_p (peer ID), N_s, and N_p (peer nonce). The peer then replies with GPSK-2 message by repeating received GPSK-1 parameters and (ID_p), (N_p), and cipher suite selection protected with MIC computed using SK. On receipt of GPSK-2, the server derives all the keys, verifies the MIC in the message, and if MIC verification succeeds, it sends GPSK-3 message to the peer consisting of ID_s, N_s, and N_p protected with MIC of the message. The peer verifies the MIC in the message upon receipt of GPSK-3, if verification succeeds, the peer responds with GPSK-4 message. When the server receives GPSK-4 message, authentication is complete and it exports the MSK to the PAN coordinator in an AAA Access-Accept message to be used as the long-term security association between the authenticator and the peer. Upon receipt of Access-Accept message from the server, PAN coordinator sends EAP-Success message to the peer. A successful EAP-GPSK authentication exchanges is shown in Fig. 1.

When a sensor completes EAP authentication successfully with EAP server, it (initiator) initiates the security association protocol (SAP) with the PAN coordinator (responder) to establish session keys. The initiator starts by sending initiator ID (ID_i) and initiator nonce (N_i) to the responder in SA-1 EAPOPAN-Key mesh frame as shown in Fig. 2. The responder, upon receipt of SA-1, generates responder nonce (N_r) and derives an auxiliary MSK (AMSK), a key encryption key (KEK), and a temporal key (TK) using the same GKDF from MSK, ID_i, N_i, ID_r (responder ID), and N_r. The responder then sends SA-2 message containing ID_r and N_r protected using MIC of the message computed using KEK. When the initiator receives SA-2 message, it derives all the keys and verifies the MIC of the message. If MIC verification succeeds, the initiator sends SA-3 message consisting of ID_i and N_i protected using MIC of the message computed using KEK. When the responder receives SA-3 message, the SAP is complete. The initiator and the responder use TK as the session key.

3.2 Security Association Protocol

3.3 Design Challenges

Sensor devices have very little computing resources such as 8 or 16-bit processor, few KB of RAM, few hundred KB of instruction memory, low-bandwidth radio, and more importantly limited battery power. Thus designing any protocol for sensor network must consider the resource utilization and keep resource requirement as low as possible.

Designing EAP authentication framework for IEEE 802.15.4 networks is a challenging task mainly due to smaller packet size and ad hoc multi-hop wireless network. The other important issue of adapting EAP framework for IEEE 802.15.4 networks is the ad hoc multi-hop access network. EAP protocols used for access control use IEEE 802.1X 3-party model, where all mobile devices are within the radio range of the authenticator and communicate directly with it. In IEEE 802.15.4 networks, it is very likely to have devices several hops away from the PAN coordinator and communicate with the PAN coordinator via intermediate coordinators. Therefore, traditional EAP based protocols are not directly applicable to LR-WPAN networks.

The IEEE 802.15.4 protocol data units have the maximum
physical layer packet size of 127 octets and leave only 81 octets for upper layer after physical and link-layer overheads [12]. This is obviously far below what is required for the existing authentication and key exchange protocols. EAP methods use Network Access Identifier (NAI) as the server and client IDs, which can be up to 256 octets in length and cannot be transported in a single IEEE 802.15.4 Medium Access Control (MAC) frame. Another important parameter of EAP protocols is the size of random numbers, which are usually 32-octet numbers. It is not possible to carry two 32-octet random numbers in a single IEEE 802.15.4 MAC frame in addition to other protocol parameters.

We extend the IEEE 802.1X based 3-party EAP model and present a 4-party EAP model for IEEE 802.15.4 based sensor networks, where the PAN coordinator acts as the authenticator and we define a new role for coordinators called Relay Authenticators (RAs) to tunnel EAP messages between a supplicant and the PAN coordinator securely.

3.4 GPSK Optimization

We propose the following optimization to the EAP-GPSK standard [7] to keep GPSK messages smaller so that each of them can be transported in a single frame.

- Use sensor node’s 64-bit MAC address as IDp and EAP server’s IPv6 address as IDs.
- Use 16-octet random numbers as nonces instead of 32 octets.
- Do not repeat the IDs and NS values in GPSK-2, but use them in MIC computation.
- Do not repeat the IDs in GPSK-3, but use it in MIC computation.
- Use IEEE 802.15.4 standard ENC-MIC-64 [12] cipher suite as the default cipher suite.

<table>
<thead>
<tr>
<th>Frame</th>
<th>Sequence</th>
<th>Auxiliary</th>
<th>MAC</th>
<th>EAPOL</th>
<th>Data</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

(a) EAP Over LR-WPAN Encryption

- Use sensor node’s 64-bit MAC address as IDp and EAP server’s IPv6 address as IDs.

3.5 EAP Encapsulation

We use the IEEE 802.1X EAP over LAN (EAPOL) encapsulation [11] as the basis for our EAP encapsulation for LR-WPAN called EAPOPAN and is shown in Fig. 4(a). We propose to use a reserved value (e.g. 100) for the Frame Type subfield of the Frame Control field of IEEE 802.15.4 MAC header to indicate IEEE 802.1X frames. EAPOPAN messages must be transported in mesh frames defined in RFC 4944 [19] with an extended mesh header as shown in Fig. 4(b) and an IEEE 802.1X header as shown in Fig. 4(c).

3.6 Key Hierarchy

Each device in the network shares a 16-octet Pre-Shared Key (PSK) with the EAP server, which is preloaded into each device’s memory before being deployed and is used for entity authentication only. During EAP-Sens authentication and security association, each of the devices derives a number of keys organized hierarchically for different purposes as shown in Fig. 5.

![Figure 5: EAP-Sens Key Hierarchy](image)

- Master Session Key (MSK): EAP server and a supplicant derive the 64-octet MSK during EAP-Sens authentication, which is used as the shared key between the authenticator and supplicant in SAP.
- Auxiliary MSK (AMSK): A 16-octet AMSK is generated as part of SAP between the authenticator and a supplicant to be used as the shared key between a supplicant and its RA in SAP.
- Key Encryption Key (KEK): A 16-octet KEK is generated as part of SAP between any two nodes and is used to authenticate SAP messages.
- Temporal Key (TK): A 32-octet TK is generated as a result of SAP between any two nodes, which is the session key between them. The left half of TK is used as the encryption key (Kenc) and the right half as the authentication key (Kmac).

4. IMPLEMENTATION

We have first developed a simulation model of EAP-Sens on NS-2 and then implemented EAP-Sens for TinyOS, an open source operating system for sensor devices, as part of [4]. We have implemented EAP-Sens as the mesh sublayer on top of the MAC sublayer and below the IP layer. We have also implemented the MAC layer security primitives as defined in [12] because the NS-2 module for IEEE 802.15.4 did not implement security primitives.

In this section, we describe a specific instantiation of EAP-Sens realized using EAP and RADIUS. The EAP-Sens state
Table 1: Approximate Lines of Code for EAP-Sens Entities

<table>
<thead>
<tr>
<th>Protocol</th>
<th>RAM</th>
<th>ROM</th>
</tr>
</thead>
<tbody>
<tr>
<td>TinySec</td>
<td>0.7 KB</td>
<td>7 KB</td>
</tr>
<tr>
<td>EAP-Sens</td>
<td>1.4 KB</td>
<td>15 KB</td>
</tr>
<tr>
<td>LEAP</td>
<td>1.3 KB</td>
<td>18 KB</td>
</tr>
<tr>
<td>Sizzle</td>
<td>3.5 KB</td>
<td>49 KB</td>
</tr>
</tbody>
</table>

Table 2: Memory Requirements by Different WSN Security Protocols

<table>
<thead>
<tr>
<th>Entities</th>
<th>Code</th>
</tr>
</thead>
<tbody>
<tr>
<td>Authenticator</td>
<td>1,500</td>
</tr>
<tr>
<td>Relay Authenticator</td>
<td>2,000</td>
</tr>
<tr>
<td>Supplicant</td>
<td>1,800</td>
</tr>
</tbody>
</table>

machines are maintained at the sensor nodes and the authentication server. Note that the RADIUS client in the IEEE 802.15.4 PAN coordinator serves as an EAP relay and keeps record of relay authenticators for supplicants which are several hops away. Since we are using the IEEE 802.15.4 security primitives for encryption, message authentication, and replay protection; EAP-Sens requires to implement the rest, i.e. EAP state machine, GPSK protocol, and SAP. To save memory, we have implemented EAP state machine partially and relied on the MAC layer for reliable transport of EAP messages. We have used the same key derivation function for deriving GPSK keys and SA keys.

For EAP-Sens implementation, we have borrowed codes from public domain EAP implementation [1] and modified according to our design. Since nesC does not support dynamic memory allocation, static arrays are used. Every node has to perform GPSK authentication with the AS and security association with the authenticator. Distant nodes also need to perform security association with corresponding RAs. Coordinators also need to keep security associations with all of their children. We have used arrays of size 10 for storing 10 security association parameters. Table 1 shows the sizes of different EAP-Sens components in terms of lines of nesC and NS-2 C codes. Note that the authenticator requires more RAM space for storing security association information of all the nodes of a network. Table 2 compares memory requirements of EAP-Sens with TinySec [14], LEAP [29], and Sizzle [25].

4.1 EAP-Sens Operation

In order to authenticate a device using symmetric-key cryptography, the authentication server and the device must have a pre-shared secret. Key pre-distribution determines how this pre-shared secret is distributed and shared throughout the network. The most common key pre-distribution technique is to install the secret into the device before deployment. In EAP-Sens, each node shares a secret key (PSK) with the authentication server which is loaded into the sensor node when it is programmed before deployment.

4.1.1 Authenticating PAN Coordinator’s Neighbors

EAP-Sens uses the standard 3-party EAP model for authenticating first-hop neighbors of the PAN coordinator (see Sec. 3.1). The supplicant starts the process by sending an EAP-Start message to the PAN coordinator. The PAN coordinator, upon receipt of an EAP-Start from a supplicant, sends an AAA Access-Request to the AS for the supplicant. When the AS sends EAP Identity Request, the PAN coordinator gives proxy for the supplicant by responding with an EAP Identity Response. Then, the AS and the supplicant perform GPSK authentication as shown in Fig. 1 and establish an MSK. After successful GPSK authentication, AS exports the MSK to the authenticator in an Access-Accept AAA message. The authenticator subsequently sends an EAP-Success to the supplicant. The supplicant and the authenticator then perform a secure association to establish session keys as described in Sec. 3.2 and shown in Fig. 1.

4.1.2 Authenticating Distant Nodes

A supplicant that is two or more hops away from the PAN coordinator uses its coordinator as an RA for authentication. Note that a coordinator can act as an RA only if it has already been authenticated and established security association with the PAN coordinator. After completing link-layer association with a coordinator, a sensor node starts EAP authentication by sending an EAP-Start message to its coordinator. The coordinator acts as an RA for the supplicant and forwards the EAP-Start message toward the PAN coordinator encapsulated in an EAPOP/PAN mesh frame. The RA protects the EAP message from in-flight tampering by appending mesh-layer MIC to the mesh frame computed with Kmac key shared with the PAN coordinator. The RA also applies MAC sublayer security mechanism before forwarding the frame to its parent to prevent malicious nodes from injecting false EAP frames into the network or replaying old frames. EAP messages are routed to the PAN coordinator using the association tree [12], i.e. each node forwards the message to its parent. While forwarding, intermediate nodes (coordinators) set the reverse path to the supplicant by inserting an entry into the mesh routing table to be used later for forwarding EAP messages from the PAN coordinator to the supplicant.

Figure 6: EAP Authentication for Distant Nodes

Upon receipt of an EAP-Start message via an RA, the PAN coordinator verifies the mesh-layer MIC of the mes-
In order to defend against denial of service (DoS) attacks, authentication protocols do not save state information until authentication is completed. In GPSK, EAP server initiates the authentication process after confirming peer ID needs to store its own nonce for the peer indexed by peer ID. Thus, omitting server ID and server nonce from GPSK-2 does not introduce any vulnerability to GPSK protocol.

We assume that sensor nodes use only one EAP server and therefore peer does not need to store server ID and server nonce pairs of GPSK-1 messages from different AAA servers. GPSK-3 message carries server nonce and the client can compute MIC from this nonce and the AS’s ID (only one). Since a peer does not need to save state information for the server and hence is not vulnerable to DoS attack.

Finally, since the GPSK messages are still different although some parameters are omitted, it is not possible to play reflection attack.

### 5.1 Attacks Against SAP
EAP-Sens’s SAP is a 3-way challenge response authentication protocol adapted from Zigbee’s SKKE [30]. Neither initiator nor responder saves state information for the other party until it completes authentication and hence SAP is free from DoS attacks. Upon receipt of SA-1 message, responder derives keys and replies with SA-2. An intruder could try to exploit this and play resource exhaustion attack against a sensor node by spoofing its parent. From the EAP-Sens protocol message sequence, a supplicant will accept SA-1 message only from its coordinator just after completing security association with the authenticator. Therefore, an adversary cannot send SA-1 message arbitrarily to a sensor node and exhaust its battery power. Finally, since all messages are different, therefore, it is free from reflection attacks. SAP uses 16-octet random numbers for message freshness, which is big enough to prevent replay attacks.

### 5.2 Attacks Against Relay Authenticators
An RA tunnels EAP messages for its children and does not save state information for them, therefore it is not vulnerable to DoS attack. But, an adversary could try to play resource exhaustion attack against an RA by sending false EAP messages. However, since an RA relays un-authenticated EAP messages only from its children, therefore an adversary has to perform link-layer association for each spoofed node before playing an attack, which limits an adversary from sending continuous EAP messages. To further limit false EAP messages, an RA could use a counter to count EAP messages from a child and if the counter exceeds some threshold without convergence, it could disassociate the client.

### 5.3 Attacks Against Supplicants
Since a supplicant accepts GPSK-1 message un-authenticated, compute keys and generate response, one could try to play DoS and resource exhaustion attacks by sending false GPSK-1 messages to a sensor. However, since a supplicant accepts this message from a specific EAP server after sending EAP-Start message via its coordinator or PAN coordinator, an adversary cannot blindly send this message continuously to a supplicant.
5.4 Node Capturing
A compromised node can be authenticated as legitimate one and can establish secure session with other nodes and then could play byzantine attacks. Authentication protocols cannot prevent node capturing but could minimize adverse effects of compromising nodes. An adversary could capture one or more nodes and obtain security keys. In EAP-Sens, if a supplicant is compromised, it cannot forge other nodes or prevent other nodes from being authenticated. However, if an RA is compromised, it could prevent other nodes from being authenticated or could play byzantine attacks but could not compromise other nodes.

5.5 Wormhole/Sinkhole Attacks
In worm-hole or sink-hole attacks, traffic is taken from one place of the network and passed to some other place. If source and destination nodes are not compromised, passing authentication protocol packets to any other nodes does not cause security compromise because from these packets no one can derive session keys.

Since both GPSK and SAP use secret shared keys for authentication and key establishment, it is not possible to play the man-in-the-middle attack. Also they use 16-octet secret keys which are generated using random number generator, it is not possible to play dictionary attack against EAP-Sens.

6. PERFORMANCE
In this section, we will analyze EAP-Sens to estimate computation and communication overheads in terms of base cryptographic operations and the number of MAC frame exchanges respectively for authentication and security association. We will then derive relation for the time complexity of EAP-Sens in terms of cryptographic computation time, MAC frame transmission time with respect to network size. We will also compare EAP-Sens complexities with other WSN security protocol complexities.

6.1 Communication Cost
Communication cost of trusted third-party based authentication protocols increases as the number of hops increases. Getting access to the network with EAP-Sens, a sensor node has to complete GPSK authentication with AS, one security association with PAN coordinator and optionally one security association with its coordinator. EAP-Sens requires 6 messages to be exchanged for a successful GPSK authentication and SAP requires 3 messages. However, for distant nodes, intermediate nodes have to relay 10 messages which include 6 GPSK, 3 SAP, and one key transport messages. If network has N nodes with d average degrees of neighbors, then an EAPOPAN frame has to be relayed by \( \log_d(N) \) coordinators at best. Therefore, maximum communication overhead on the network of N nodes with d average degrees of neighbors is \( t_f = 10 \times \log_d(N) \), where \( t_f \) is the total number of MAC frames needed to exchanged to complete an authentication run. Therefore, the communication cost increases logarithmically as the network grows.

Table 3 compares communication overheads of EAP-Sens with that of LEAP [29], Zigbee [15], and Sizzle [25], where N is the number of nodes in a network and d is the degree of neighbors or the distance in number of hops between the source and destination.

<table>
<thead>
<tr>
<th>Protocol</th>
<th>Message Complexity</th>
</tr>
</thead>
<tbody>
<tr>
<td>EAP-Sens</td>
<td>( 10 \times \log_d(N) ) (d = degree of neighbors)</td>
</tr>
<tr>
<td>LEAP</td>
<td>( (d-1) \times \log(N-1) ) (N = number of nodes)</td>
</tr>
<tr>
<td>Zigbee</td>
<td>( 3 \times \log_d(N) + 5 \times h ) (h = hop distance)</td>
</tr>
<tr>
<td>Sizzle</td>
<td>( 30 \times \log_d(N) ) (approximated)</td>
</tr>
</tbody>
</table>

Table 3: A Comparison of Total Number of MAC Frames in the Network

6.2 Computation Cost
Computation cost of a security protocol consists of computation for parsing messages and computation for cryptographic primitives such as random number generation, encryption, and MIC computation. EAP-Sens uses a few simple messages and therefore time required for parsing protocol messages is negligible compared to that of cryptographic operations. Note that EAP-Sens uses AES-128 encryption as the basic cryptographic operation and the AES is an involuntary function for a given key, i.e. the same function is used for decryption. In IEEE 802.15.4 devices, MIC is computed using AES-128 encryption function. GKDF used in EAP-Sens uses this function for generating random numbers and keys. Note that Tinyote Sky motes take about 0.5 ms for encrypting a 16-octet data block offline with an additional 2 ms for initializing registers for the first time [9].

For GPSK authentication, a node has to perform MIC computation once to generate peer nonce, 10 times to derive GPSK keys, 3 for GPSK message authentication. Thus, a node performs MIC computation 14 times for GPSK authentication. In SAP protocol, a node needs to compute MIC once to generate its nonce, 5 times to derive SAP keys, twice for SAP message authentication totaling 8 times for security association with the authenticator. If a supplicant uses an RA, it needs one more SAP protocol run requiring 8 more MIC computations. Therefore, a node requires either 22 or 30 MIC computations for EAP-Sens protocol run. However, when a node uses an RA, the RA has to compute MIC once for each message it relays. Besides, the RA has to perform one AES encryption for decrypting received AMSK from authenticator, two MIC computations for verifying key signature and MIC of the frame. Therefore, an RA has to compute MIC 10 times for relaying EAP-Sens messages.

From the above discussion, it is clear that the computation cost of a supplicant node remains constant as the network grows. However, if link-layer security is enabled to prevent injecting false EAP messages into the network by intruders, each intermediate node has to perform one MIC computation to verify the MIC of the EAPOPAN frame before relaying it. Therefore, the total computation overhead on the network in terms of the number of MIC computations would be \( t_c = 12 + 10 \times \log_d(N) \) for an N node network with d average degree of neighbors.

6.3 Time Complexity
The most important parameter of evaluating the performance of an authentication protocol method is the authentication time \( t \), defined as the time spent in authentication process. Authentication time \( t \) which is influenced both by the computational and communication costs of the EAP method, can be expressed as \( t = t_c + t_o \) where \( t_o \) is the total
flight time, i.e. the time spent over the air by the frame during the whole authentication process and \( t_c \) is the total computational time required by the authentication protocol in order to execute all cryptographic primitives and other protocol instructions such as parsing protocol messages, accessing databases, etc.

For a supplicant to complete EAP-Sens authentication successfully and get access to the network in an \( N \) node network with \( d \) average degree of neighbors, total amount of time required, \( t \), is given by:

\[
t = (10 \times \log_d(N)) \times t_c + (12 + 10 \times \log_d(N)) \times t_{mic}
\]

From the above analysis, it is clear that total amount of authentication time \( t \) is increased logarithmically as the number of nodes in the network increases.

### 6.4 Simulation Results

We have simulated EAP-Sens using NS-2 for performance evaluation with the IEEE 802.15.4 MAC protocol in beacon enabled mode for estimating the amount of time it takes to complete EAP authentication for nodes at different hops away. We have used the CMU’s \texttt{cmu-scene-gen} utility for generating topologies randomly. The area of the network has been chosen based on the number of nodes in the network so that the network has been connected. We ran the simulation several times and took the average with nodes at 1, 2, 3, 4, 5, and 6 hops away from the authenticator.
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The total EAP-Sens authentication and security association time is estimated beginning at the time when a node sends EAP-Start message and ending at the time when it receives EAPOPAN-Key/SA-3 message from its coordinator. Fig. 7 shows the average time it takes to complete the EAP-Sens authentication and security association successfully, where X-axis represents the hop count and the Y-axis represents the amount of time in milliseconds. The solid line represents authentication time for a single node at different distances, whereas the dotted line shows authentication time for a cluster of nodes at different hops. Note that we have chosen average cluster size of 5 nodes, that is, a coordinator can have an average of four children.
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**Figure 8: Comparison of Authentication Times for Different Protocols**

Fig. 8 compares minimum authentication time taken by EAP-Sens with that of a couple of other protocols on IEEE 802.15.4 compliant sensor nodes. EAP-Sens takes less than 200 ms for mutual authentication compared to 400 ms for EAP-GPSK (without optimization). On the other hand, Kerberos like authentication protocol (Zigbee) takes about 200 ms (see [16]), optimized SSL authentication (Sizzle) takes at least 500 ms (see [30]), a cluster head in PNSec authenticates all of its neighbors in about 500 ms (see [13]), and LEAP takes about 2 seconds for a pair of nodes (see [29]).

### 7. CONCLUSIONS

We have designed an sensor network security protocol on top of IEEE 802.15.4 security primitives for entity authentication and key management. We have simulated EAP-Sens using NS-2 for performance evaluation and showed that EAP-Sens performs better than existing WSN security protocols. We have also implemented a prototype version of EAP-Sens in TinyOS which uses an optimized version of GPSK authentication protocol in order to estimate code size and memory requirements. The results indicate that EAP-Sens can be implemented on sensor devices like Mica2, Telos, or Tmote and can be used in many sensor network applications such as medical monitoring and meter readings for utility services. We have studied the performance of EAP-Sens only in static environments, it is important to study protocol performance in mobile environments. Simulation environment needs to be extended in order to evaluate more realistic sensor deployments.
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