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ABSTRACT

In this paper we propose an approach for checking adaptability property of multimodal User Interfaces (UIs) for systems used in dynamic environments like mobile phones and PDAs. The approach is based on a formal description of both the multimodal interaction and the property. The SMV model-checking formal technique is used for the verification process of the property. The approach is defined in two steps. First, the system is described using a formal model, and the property is specified using CTL (Computation Tree Logic) temporal logic. Then, we assume that an environment changes such that at most one modality of the system is disabled. For this propose, Disable is defined as a formal operator that disables a modality in the system. The property is checked by using the SMV (Symbolic Model Verifier) model-checker on all systems resulting from desabling a modality of the system. The approach reduces the complexity of the model-checking process and allows the verification at earlier stages of the development life cycle. We apply this approach on a mobile phone case study.

Categories and Subject Descriptors

D.2.2 [Software Engineering]: Design Tools and Techniques—User interfaces
; H.5.2 [Information Interfaces and Presentation]: User Interfaces—Evaluation/methodology
; I.3.6 [Computer Graphics]: Methodology and Techniques—Interaction techniques

General Terms

Verification
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1. INTRODUCTION

Multimodal interaction is a characteristic of human communication where humans always speak and use gestures to point to objects. With the development of new interactive devices and technologies, UIs were enriched by human-like interaction to provide Multimodal UIs. At present, these kinds of UIs are developed for many systems using mobile devices like PDAs and mobile phones. People interact with these systems using one or more modalities that are defined as interaction techniques. The choice given to the user to use one or more modalities improves accessibility for diverse users and usage contexts [13], and enhances the performance stability, robustness, as well as the efficiency of communication. Multimodal interfaces increase the adaptability of the systems to the environment changes. For example, the user may interact with the system by using speech or, if the environment is too noisy, the person use press keys.

Since the characterization of these multimodal UIs makes their development more complex, the development of new models and approaches to design and verify their properties becomes necessary.

Empirical studies have explored multimodal UIs. Some of them aimed at defining usability properties [5]. Others investigated multimodality for web applications [7] and for mobile computing devices [18] to evaluate the usability of their interfaces. These studies lack of formalism and the interfaces evaluation is always done through experimentations. The aim of this paper is to study the verification of adaptability property of multimodal interfaces at the design step before implementing the system. We propose an approach for designing a multimodal UI satisfying the adaptability property and including the case where one modality...
becomes disabled. This makes the system more adaptable to situations of interactive device failures. The objective is to answer, at the design step, the following question: If a given property is satisfied by the interface, is this property still satisfied by the interface when a modality becomes unavailable? The approach that we propose is based on formal models and can be used at the design step. We use transition systems to model the system corresponding to the user interactions. We use CTL temporal logic [4] to express the property, and the model-checking technique to verify whether the property is satisfied by the system or not. We propose a development life cycle that helps designers to obtain a system satisfying the required constraints. To illustrate our approach, we use a case study corresponding to an interface of a mobile phone.

This paper is organised as follows. Section 2 introduces the context of the study by defining multimodal modalities and their characteristics. Section 3 briefly presents the research work related to the verification of multimodal interfaces. We introduce our approach in this section. Section 4 presents the details of our formal model for multimodal interaction. The Disable operator is defined in this section. Section 5 details our expression of adaptability property. Section 6 briefly presents the SMV model-checking technique that we use to validate our approach on the case study presented in section 7. Finally we give our conclusion and future work in section 8.

2. MULTIMODAL INTERFACES

Multimodal interfaces are characterized by several possibilities, defined as modalities, to interact with the user. This kind of interface is implemented in many systems. The freedom degrees offered to users to interact with the system enhances the system flexibility and adaptability to different kinds of users, such as people with special needs, as well as to dynamic environments.

The use of multiple modalities occurs at the cost of the development complexity of this kind of system. In [12], the authors give an overview of novel concepts, defined by researchers of the HCI community, for designing and developing multimodal systems.

As in traditional interfaces, several properties have been identified for multimodal interactive systems. Two classes of properties can be distinguished. The first class is related to the robustness of the software such as deadlock freedom, liveness. The second class is related to the usability of the system such as reachability, observability, and preemptiveness. In [5], the authors have identified a set of properties required to assert that a multimodal interactive system is usable: they have defined the CARE (Complementarity, Assignation, Redundancy and Equivalence) properties.

The user profile and context of use variations make changes in the environment of the interaction. This forces the UI developer to take into account new properties such as adaptability. The adaptability property states that the UI remains usable even if some change has occurred within the interaction environment, like the disability of an interaction device. This property is very useful for mobile systems.

3. VERIFICATION OF MULTIMODAL UIS

Most of the research work in the area of design and evaluation of human-computer interfaces is based on experimentation and tests [6] [17] [15]. The associated methods have high costs. Indeed, when the required property is not satisfied by the system, the designer must modify the system at all the stages of the software life cycle. This is due to the fact that evaluation is made after the implementation of the system. Our approach allows checking properties at the design level (early). We focus on the adaptability property of the interface to changes in the interaction environment. We define the adaptability according to the reachability property. The reachability property states that a given state in the system is reachable. We consider that when the reachability property is satisfied even if a modality is disabled, then the adaptability property is satisfied.

Our approach uses formal methods based on mathematical models. Few studies have applied formal methods for developing multimodal interactive systems. These studies aim at demonstrating the suitability of the formal methods to model and verify multimodal properties. Petri nets were used to model the fusion of modalities in [14]. In [3], the authors use finite state machines to test different synchronization patterns of modalities. Formal tests using Lustre-Lustess were used in [8] and transition systems and temporal logic were used in [9]. In [1], the authors have used the B method to verify the CARE properties.

Our approach consists of using a formal model to

1. describe the multimodal interaction;
2. express the reachability property;
3. check the reachability property; and
4. disable one modality of the system.

The previous points (1, 2, 3 and 4) are shown on Figure 1 which presents the different steps set up in our approach. The satisfiability of the adaptability property is deduced from the satisfiability of the reachability property after a cycle of verification. At each cycle, the reachability is checked on a system having one modality disabled.
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The approach consists of two steps:
1. First, the designer describes the multimodal interactions using the formal model presented in Section 4; then he expresses the reachability property by CTL formula (see Section 5), and then he uses the SMV model-checker to verify whether the property is satisfied or not.

2. Second, the designer disables one modality using the Disable operator defined in Section 4.3, and checks the property again, on the new transition system, to verify whether it is still satisfied or not.

The designer can repeat the second step for all the modalities of the system or for any combination.

4. FORMAL MODEL FOR MULTIMODAL INTERACTION

Our formal model for the multimodal interaction system is based on the theory of interactive systems and process algebra developed by several authors [11]. Transition systems encoding the interactive system are used to formally represent this system. This formal description technique is universal and well understood. A transition system is used in a model-checking technique to represent the behavior of a system. It is basically a graph whose nodes represent the reachable states of the system and whose edges represent state transitions.

4.1 Syntax

The syntax of the language describing the multimodal interactions is given by the following grammar issued from classical process algebra. The rule defining $S$ generates the multimodal user interface at a higher level by composing interaction events. The rule $E$ generates the multimodal interaction event using basic interaction actions of the set $A$.

$$
S ::= S | S \triangleright \triangleright S | S || S | S | E \\
E ::= \alpha ; E | a \parallel E | a \parallel \delta \parallel a \in A
$$

The symbols $;$ and $\triangleright \triangleright$ stand for sequence operators. The symbols $||$, $|||$ and $||$ stand, respectively, for choice, interleaving and parallel operators.

$(\alpha 1; \alpha 2; \delta [[a 3; \delta]))$ expresses the choice between two tasks. The first task is performed by the action $\alpha 1$ followed by the action $\alpha 2$. The second task is performed by the action $\alpha 3$.

4.2 Semantics

The underlying semantics of a multimodal system is a transition system. Let $P$ and $Q$ be two terms of the previous grammar and $a$, $\alpha 1$ and $\alpha 2$ be actions of $A$. Then, the transition $P \overset{\alpha}{\Rightarrow} Q$ expresses that the term $Q$ is obtained from $P$ when the action $a$ is performed. $P \overset{\alpha}{\Rightarrow}$ expresses that the process $P$ cannot perform the action $a$. In other words, there is no transition, labeled by $a$, starting from $P$. Using, this notation for transitions, the operational semantics is formally expressed by transition rules expressing the behavior of each operator of the previously described system. According to Plotkin [16], each rule of the form [premise] expresses that when the premises hold, then the conclusion holds. The formal semantics, given by the following set of rules, will be encoded according to the chosen formal used technique.

1. **Stop**. $\delta$ does not perform any transition;

2. **Prefix operator** $;$. The term $a; P$ performs the action $a$ and then behaves like the term $P$;

$$a; P \overset{a}{\Rightarrow} P$$

3. **Sequence operator** $\triangleright \triangleright$. If the term $P$ performs an action $a$ and then behaves like the term $P'$ then, the term $P' \triangleright \triangleright Q$ performs the same action and then behaves like the term $P' \triangleright \triangleright Q$. This is defined by the following rule:

$$P \overset{\alpha}{\Rightarrow} P' \text{ and } P' \not\overset{\delta}{\Rightarrow} \\
\triangleright \triangleright Q \overset{\alpha}{\Rightarrow} P' \triangleright \triangleright Q$$

If the term $P$ performs an action $a$ and finishes then, the term $P' \triangleright \triangleright Q$ performs the same action and then behaves like the term $Q$. This is defined by the following rule:

$$P \overset{\alpha}{\Rightarrow} P' \text{ and } P' = \delta \\
\triangleright \triangleright Q \overset{\alpha}{\Rightarrow} P' \triangleright \triangleright Q$$

4. **Choice operator** $[.]$. The first rule asserts that if the term $P$ performs an action $a$ and then behaves like the term $P'$ then, the term $P[.] Q$ performs the same action and then behaves like the term $P'$ (the second rule is defined in the reverse way).

$$P \overset{\alpha}{\Rightarrow} P' \\
\backslash Q \overset{\alpha}{\Rightarrow} P' \triangleright \triangleright Q \overset{\alpha}{\Rightarrow} P'[.] Q = Q$$

5. **Interleaving operator** $||$. It allows interleaving (asynchronous) two transition systems (left and right). The first rule, asserts that if the left system transits from the state identified by the term $P$ to the state identified by the term $P'$, by performing an action $a$, then the composed state $P || Q$ transits to $P' || Q$ by performing the same action.

$$P \overset{\alpha}{\Rightarrow} P' \\
Q \overset{\alpha}{\Rightarrow} Q'$$

In the same way, the second rule expresses, the behavior of the composed system resulting from the behavior of the right term ($Q$).

$$P || Q \overset{\alpha}{\Rightarrow} P'[.] Q$$

$$Q \overset{\alpha}{\Rightarrow} Q'$$

$$P || Q \overset{\alpha}{\Rightarrow} P'[.] Q$$
6. **Parallel operator** $\parallel$. It allows running two transition systems (left and right) in parallel (synchronous). The two first rules express the interleaving between actions.

$$
\frac{P \rightarrow a_1 P' \\ Q \rightarrow a_2 Q'}{P\parallel Q \rightarrow a_1\parallel a_2 P'\parallel Q'}
$$

The third rule expresses that if the term $P$ performs an action $a_1$ and behaves like the term $P'$, and the term $Q$ performs an action $a_2$ and behaves like the term $Q'$ then $P \parallel Q$ performs the two actions in one step and behaves like $P' \parallel Q'$. We assume that the system, can not perform more than one action $a_1$, produced by the same modality, at the same time. For this, we use the function $mod$ that assigns, to each interactive action, the modality that it produces.

$$
\frac{P \rightarrow a_1 P' \text{ and } Q \rightarrow a_2 Q' \text{ and } mod(a_1)\neq mod(a_2)}{P\parallel Q \rightarrow a_1\parallel a_2 P'\parallel Q'}
$$

Prefix, sequence, and choice operators, allow encoding sequential systems. When interleaving and parallelism operators are added, it becomes possible for different systems to behave in parallel. Moreover, these operations allow encoding synchrony and asynchrony. Indeed, $\parallel$ describes asynchrony, while $|$ describes synchrony.

The transition system corresponding to any term of the grammar is obtained by applying the previous rules inductively.

### 4.3 Disabling operator: syntax and semantic

We define Disable as an operator that disables a modality in a system. As in the previous operators, the Disable operator is defined by syntax and semantics. Let $P$ be a term of the grammar presented in the previous section, $mi$, one of the modalities of the system. Disable($P, mi$) is the term resulting from disabling the modality $mi$ in the system $P$. The semantics of this operator is given by the following rules:

$$
\frac{P \rightarrow a P' \text{ and } mod(a)=mi}{\text{Disable}(P, mi) \rightarrow a P'}
$$

$$
\frac{P \rightarrow a P' \text{ and } mod(a)\neq mi}{\text{Disable}(P, mi) \rightarrow a \text{Disable}(P', mi)}
$$

The first rule states that if a term $P$ performs an action $a$ produced by the modality $mi$ and behaves like $P'$, then the term Disable($P, mi$) cannot perform the action $a$. It leads to a blocked state.

The second rule states that if a term $P$ performs an action $a$ produced by any modality other than the modality $mi$ and behaves like $P'$, then the term Disable($P', mi$) performs the same action and behaves like the term Disable($P', mi$).

5. **THE ADAPTABILITY PROPERTY**

We consider the property of adaptability which states that if the environment of the system changes, the interface remains usable. For instance, if the user can perform a given task using the Speech modality, and if the environment of the interaction changes, then the user must be able to use another modality to perform the same task. The property of adaptability can be defined by using the description of the reachability property, and expressed informally as: starting from a given state $S_1$, identified as the initial state of the task $T$, the user can reach a given state $S_2$, identified as the final state of the task $T$. In other words, it states that the user can perform the task $T$. This property can be expressed for a task $T$ identified by its initial state $S_1$ and final state $S_2$, by the following generic CTL temporal logic formula:

$$
AG((\text{state} = \text{initialState}) \Rightarrow EF(\text{state} = \text{finalState}))
$$

$\text{state}$ is a variable that may have a list of pairs (variable, value). $\text{initialState}$ and $\text{finalState}$ are state values corresponding, respectively, to the initial and the final state of the task $T$.

Informally this formula states that in all states ($G$) of all paths ($A$), if a state is identified as the initial state of the task ($\text{state} = \text{initialState}$), then there exists ($E$) at least one path starting from this state and reaching, in the future ($F$), a state identified as the final state of the task ($\text{state} = \text{finalState}$).

6. **SMV MODEL CHECKER**

The SMV model-checker [10] is a tool for checking finite state transition systems against specifications in the CTL temporal logic [4]. The transition system is described in the input language of SMV; the properties are specified in the temporal logic CTL that allows for the expression of a rich class of properties. The input file describes both the model and the specification. The model is a Kripke structure (transition system), whose states are defined by a collection of state variables, that may be of Boolean or scalar type. The transition relation of the Kripke structure, and its initial state, are determined by a collection of parallel assignments. They are introduced by the keyword ASSIGN. The specification of the system appears as CTL formulas under the keyword SPEC.

7. **CASE STUDY**

To validate our model, we model a mobile phone multimodal interface inspired from [2]. We assume that the user can interact with the interface by using Speech or by clicking on the press keys of the mobile phone to scroll and select menu items. A set of hierarchical menu items are specified allowing the user to access a set of tasks. A schematic view of a part of the interface is shown in Table 1.

### 7.1 Modelisation step

At this step, the designer determines the set of interactive actions and how they are composed through the use of the operators given in Section 4. The set $A_m$ defines all the interactive actions using the modality $mi$ of the mobile phone system. We define two sets of interactive actions produced...
by the modalities Speech and PressKeys.

\[ A_{speech} = \{ "up", "down", "select" \} \]
\[ A_{Keys} = \{ C_{up}, C_{down}, OK, C_{right}, C_{left} \} \]

where "up", "down" and "select" are the words pronounced by the user and recognized by the system as actions that, respectively, move up, move down in the menu, and select an item. \( C_{up}, C_{down}, OK, C_{right} \) and \( C_{left} \) are actions of clicking, respectively, on the keys: Up, Down, Ok, right and left. These actions, respectively, allow the user to move up, move down, select, open menu and close menu.

### 7.1.1 Interaction model

Using the interactive actions defined in the previous section, the designer uses the formal model defined in Section 4 to describe the interaction model of the mobile phone. To illustrate our approach we focus on the following tasks \( T_1, T_2 \) and \( T_3 \):

- \( T_1 : \text{"view contact list"} \)
- \( T_2 : \text{"select the ringer volume"} \)
- \( T_3 : \text{"recent call"} \)

We suppose that initially, the cursor is on the Menu item. The tasks \( T_1, T_2 \) and \( T_3 \) consist, respectively, in viewing the contact list, selecting the ringer volume and showing the recent call.

The expression of each task using the interactive actions is given as follows:

\[ T_1 : (C_{down}; C_{right}; C_{down}; OK) \]
\[ ("Contacts"; "viewlist"; "OK") \]
\[ T_2 : (C_{down}; C_{down}; C_{down}; C_{right}; C_{down}; C_{down}; OK) \]
\[ ("Settings"; "Sounds"; "RingerVolume"; "OK") \]
\[ T_3 : (C_{down}; C_{down}; OK) \]

To perform the task \( T_1 \) or \( T_2 \), the user can use Speech or Keys on the press keys. The task \( T_3 \) can be performed only by clicking on the press keys.

The expression of the interaction model is given as follows:

\[ \text{MobilInteraction} = T_1 \parallel T_2 \parallel T_3 \]

It expresses that the user can perform the task \( T_1 \) or \( T_2 \) or \( T_3 \).

By applying the semantic rules presented in Section 4.2, the transition system of each task \( (T_1, T_2, T_3) \) is obtained. Then, by applying the semantic rule of the choice operator, the transition system of MobileInteraction is obtained by composing those of the tasks \( T_1, T_2 \) and \( T_3 \). The transition system of MobilInteraction is given in Figure 2.

The state 0 is the initial state of both the tasks \( T_1, T_2, T_3 \) and MobileInteraction. The states 1, 2, 3, 4, 5 and 6 are states of the task \( T_1 \). The states 7, 8, 9, 10, 11, 12, 13, 14, 15 and 16 are states of the task \( T_2 \). The states 17, 18 and 19 are states of the task \( T_3 \).

The dashed arrows from the states 0, 6, 19 and 16 indicate that another task can be performed in alternative to, respectively, the tasks \( T_1, T_2 \) and \( T_3 \); and another task can be performed after the tasks \( T_1, T_2 \) and \( T_3 \) have finished.

### 7.1.2 Disabling modalities

We suppose that these two situations may occur:

1. the user is in a noisy environment and the modality Speech is disabled. In this case, the user can only use the press keys to interact with the system. Then Disable(MobilInteraction, Speech) describes this new system. The corresponding transition system is illustrated by Figure 3. It is obtained by applying the semantic rule of the operator Disable presented in the Section 4.3, by replacing \( P \) and \( mi \), respectively, by MobilInteraction and Speech.

2. the user cannot click on press keys. In this case, he can only use Speech to interact with the system. Then, Disable(MobilInteraction, Keys) describes this new system. The corresponding transition system is illustrated by Figure 4. It is obtained by applying the semantic rule of the operator Disable presented in the Section 4.3, by replacing \( P \) and \( mi \), respectively, by MobilInteraction and Keys.

In the two previous cases, we aim to check if the reachability property is always satisfied by the interface. For this propose, we use the SMV model-checker to verify if the property given in Section 5 is still satisfied. The verification process is given in the next section.


7.2 Verification step

Each of the transition systems of ModelInteraction, Disable(ModelInteraction, speech) and Disable(ModelInteraction, Keys) are translated to the input language of SMV.

In the clause VAR, two variables are defined to characterise the system states. The variable State defines the global state of the system and the variable Mod defines the modality used to perform the interactive actions. State’s values are defined by the set 0,19 and Mod’s values are defined by the set {Speech, Keys}.

In the clause ASSIGN, the SMV operator next is used to define the next value for both the variables State and Mod, according to the transition system in encoding.

In the clause SPEC, the properties are expressed as CTL formulas. The property of the accessibility of the task T3 is expressed by the following formula:

\[ AG(\text{state} = 0) \Rightarrow EF(\text{state} = 19) \]

This property is satisfied by the transition systems of both ModelInteraction and Disable(ModelInteraction, speech). Indeed, in the two cases, there exists a path starting from the state 0 and reaching the state 19. The transition system of Disable(ModelInteraction, Clic) does not satisfy the property because there is no path starting from the state 0 and reaching the state 19. In this case, the designer deduces that the interaction model of the mobile phone as it is described in Section 7.1.1 is not adaptable to the changes of interaction environment.

8. CONCLUSION

This paper presented an approach to design multimodal interfaces that can adapt to changes in dynamic environments and to the failures of interactive devices. The approach is based on a formal model. The main advantage of this model is to allow the verification of multimodal interface properties at earlier stages of design. The approach is generic and can be used to verify any desired property that it must be independent from the availability of a given modality. The Disable operator enriches our formal model and its advantage is that it provides the transition system by disabling one modality without need to redesign the whole system. We note that the resulting transition system is less complex since the number of its states is reduced. This reduces the complexity of the model-checking process. We intend, in a future work, to use this operator to check CARE properties and functional equivalences between multimodal interfaces.
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